**What is an Array?**

*An****array****is a collection of items of the same variable type stored that are stored at contiguous memory locations. It’s one of the most popular and simple data structures and is often used to implement other data structures. Each item in an array is indexed starting with 0.*

The dream of every programmer is to become not just a good, but also a great programmer. We all want to achieve our goals and to achieve our goals, we must have a great plan with us. In this context, we have decided to provide a complete guide for Arrays interview preparation, which will help you to tackle the problems that are mostly asked in the interview, such as What is an Array, What is Array in C language, How do you initialize an Array in C, How to sort an Array, etc. We have also covered the topics such as Top **Theoretical interview questions**and**Top interview coding questions** in this complete guide for Array interview preparation.

We can directly access an array element by using its index value.

**Basic terminologies of array**

* **Array Index:** In an array, elements are identified by their indexes. Array index starts from 0.
* **Array element:**Elements are items stored in an array and can be accessed by their index.
* **Array Length:** The length of an array is determined by the number of elements it can contain.

**Representation of Array**

The representation of an array can be defined by its declaration. A declaration means allocating memory for an array of a given size.
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Arrays can be declared in various ways in different languages. For better illustration, below are some language-specific array declarations.

C++Java

int arr[5]; // This array will store integer type element

char arr[10]; // This array will store char type element

float arr[20]; // This array will store float type element
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*Array  declaration*

However, the above declaration is **static** or **compile-time** memory allocation, which means that the array element’s memory is allocated when a program is compiled. Here only a fixed size (i,e. the size that is mentioned in square brackets **[]**) of memory will be allocated for storage, but don’t you think it will not be the same situation as we know the size of the array every time, there might be a case where we don’t know the size of the array. If we declare a larger size and store a lesser number of elements will result in a wastage of memory or either be a case where we declare a lesser size then we won’t get enough memory to store the rest of the elements. In such cases, static memory allocation is not preferred.

**Why Array Data Structures is needed?**

Assume there is a class of five students and if we have to keep records of their marks in examination then, we can do this by declaring five variables individual and keeping track of records but what if the number of students becomes very large, it would be challenging to manipulate and maintain the data.

What it means is that, we can use normal variables (v1, v2, v3, ..) when we have a small number of objects. But if we want to store a large number of instances, it becomes difficult to manage them with normal variables. **The idea of an array is to represent many instances in one variable**..
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*Need for Array*

Implementing Arrays in C++ using STL

We already have discussed the basic declaration of arrays. Arrays can also be implemented using some built-in classes available in the C++ Standard Template Library.   
  
Some of the most commonly used classes for implementing sequential lists or arrays are:

* Vector
* List

Let's look at each of these classes in details.

### Vector

Vector in C++ STL is a class that represents a dynamic array. The advantages of vector over normal arrays are,

* We do not need to pass size as an extra parameter when we pass vector.
* Vectors have many in-built functions for erasing an element, inserting an element etc.
* Vectors support dynamic sizes, we do not have to initially specify the size of a vector. We can also resize a vector.
* There are many other functionalities vector provide.

Vectors are same as dynamic arrays with the ability to resize itself automatically when an element is inserted or deleted, with their storage being handled automatically by the container. Vector elements are placed in contiguous storage so that they can be accessed and traversed using iterators. In vectors, data is inserted at the end. Inserting at the end takes differential time, as sometimes there may be a need of extending the array. Removing the last element takes only constant time because no resizing happens. Inserting and erasing at the beginning or in the middle is linear in time.  
  
To use the Vector class, include the below header file in your program:

**#include< vector >**

**Declaring Vector**: 

vector< *Type\_of\_element* > *vector\_name*;

Here, *Type\_of\_element* can be any valid C++ data type,

or can be any other container also like Pair, List etc.

Some important and commonly used functions of Vector class are:

* **begin()** – Returns an iterator pointing to the first element in the vector.
* **end()** – Returns an iterator pointing to the theoretical element that follows the last element in the vector.
* **size()** – Returns the number of elements in the vector.
* **capacity()** – Returns the size of the storage space currently allocated to the vector expressed as number of elements.
* **empty()** – Returns whether the container is empty.
* **push\_back()** – It push the elements into a vector from the back.
* **pop\_back()**– It is used to pop or remove elements from a vector from the back.
* **insert()** – It inserts new elements before the element at the specified position.
* **erase()** – It is used to remove elements from a container from the specified position or range.
* **swap()** – It is used to swap the contents of one vector with another vector of same type and size.
* **clear()** – It is used to remove all the elements of the vector container.
* **emplace()** – It extends the container by inserting new element at position.
* **emplace\_back()** – It is used to insert a new element into the vector container, the new element is added to the end of the vector.

Below program illustrate the above methods:

CPP

// C++ program to illustrate the above functions

#include <iostream>

#include <vector>

using namespace std;

int main()

{

vector<int> v;

// Push elements

for (int i = 1; i <= 5; i++)

v.push\_back(i);

cout << "Size : " << v.size();

// checks if the vector is empty or not

if (v.empty() == false)

cout << "\nVector is not empty";

else

cout << "\nVector is empty";

cout << "\nOutput of begin and end: ";

for (auto i = v.begin(); i != v.end(); ++i)

cout << \*i << " ";

// inserts at the beginning

v.emplace(v.begin(), 5);

cout << "\nThe first element is: " << v[0];

// Inserts 20 at the end

v.emplace\_back(20);

int n = v.size();

cout << "\nThe last element is: " << v[n - 1];

// erases the vector

v.clear();

cout << "\nVector size after erase(): " << v.size();

return 0;

}

**Output**:

Size : 5

Vector is not empty

Output of begin and end: 1 2 3 4 5

The first element is: 5

The last element is: 20

Vector size after erase(): 0

### List

Lists are sequence containers that allow non-contiguous memory allocation. List in C++ STL implements a doubly linked list and not arrays. As compared to vector, list has slow traversal, but once a position has been found, insertion and deletion are quick. Normally, when we say a List, we talk about doubly linked lists. For implementing a singly linked list, we can use **forward\_list** class in C++ STL.  
  
To use the List class, include the below header file in your program:

**#include< list >**

**Declaring List**: 

list< *Type\_of\_element* > *list\_name*;

Here, *Type\_of\_element* can be any valid C++ data type,

or can be any other container also like Pair, List etc.

Some important and commonly used functions of List are:

* **front()** – Returns the value of the first element in the list.
* **back()** – Returns the value of the last element in the list.
* **push\_front(g)** – Adds a new element ‘g’ at the beginning of the list.
* **push\_back(g)** – Adds a new element ‘g’ at the end of the list.
* **pop\_front()** – Removes the first element of the list, and reduces the size of the list by 1.
* **pop\_back()** – Removes the last element of the list, and reduces the size of the list by 1.
* **begin()** and **end()** – begin() function returns an iterator pointing to the first element of the list.
* **empty()** – Returns whether the list is empty(1) or not(0).
* **insert()** – Inserts new elements in the list before the element at a specified position.
* **reverse()** – Reverses the list.
* **size()** – Returns the number of elements in the list.
* **sort()** – Sorts the list in increasing order.

Below program illustrate the above functions:

CPP

#include <iostream>

#include <list>

#include <iterator>

using namespace std;

//function for printing the elements in a list

void showlist(list <int> g)

{

list <int> :: iterator it;

for(it = g.begin(); it != g.end(); ++it)

cout << '\t' << \*it;

cout << '\n';

}

int main()

{

list <int> gqlist1, gqlist2;

for (int i = 0; i < 10; ++i)

{

gqlist1.push\_back(i \* 2);

gqlist2.push\_front(i \* 3);

}

cout << "\nList 1 (gqlist1) is : ";

showlist(gqlist1);

cout << "\nList 2 (gqlist2) is : ";

showlist(gqlist2);

cout << "\ngqlist1.front() : " << gqlist1.front();

cout << "\ngqlist1.back() : " << gqlist1.back();

cout << "\ngqlist1.pop\_front() : ";

gqlist1.pop\_front();

showlist(gqlist1);

cout << "\ngqlist2.pop\_back() : ";

gqlist2.pop\_back();

showlist(gqlist2);

cout << "\ngqlist1.reverse() : ";

gqlist1.reverse();

showlist(gqlist1);

cout << "\ngqlist2.sort(): ";

gqlist2.sort();

showlist(gqlist2);

return 0;

}

**Output**:-

List 1 (gqlist1) is : 0 2 4 6 8 10 12 14 16 18

List 2 (gqlist2) is : 27 24 21 18 15 12 9 6 3 0

gqlist1.front() : 0

gqlist1.back() : 18

gqlist1.pop\_front() : 2 4 6 8 10 12 14 16 18

gqlist2.pop\_back() : 27 24 21 18 15 12 9 6 3

gqlist1.reverse() : 18 16 14 12 10 8 6 4 2

gqlist2.sort(): 3 6 9 12 15 18 21 24 27

Iterators in C++ STL

Iterators are used to point at the memory addresses of [STL](http://quiz.geeksforgeeks.org/the-c-standard-template-library-stl/) containers. They are primarily used in a sequence of numbers, characters etc. We can use iterators to move through the contents of the container. They can be visualised as something similar to a pointer pointing to some location and we can access content at that particular location using them.  
  
**Basic Operations of iterators** :-

* **begin()** :- This function is used to return the **beginning position** of the container.
* **end()** :- This function is used to return the***after* end position** of the container.CPP
* // C++ code to demonstrate the working of
* // iterator, begin() and end()
* #include<iostream>
* #include<iterator> // for iterators
* #include<vector> // for vectors
* using namespace std;
* int main()
* {
* vector<int> ar = { 1, 2, 3, 4, 5 };
* // Declaring iterator to a vector
* vector<int>::iterator ptr;
* // Displaying vector elements using begin() and end()
* cout << "The vector elements are : ";
* for (ptr = ar.begin(); ptr < ar.end(); ptr++)
* cout << \*ptr << " ";
* return 0;
* }

**Output:**

The vector elements are : 1 2 3 4 5

* **advance()**:- This function is used to **increment the iterator position**till the specified number mentioned in its arguments.CPP
* // C++ code to demonstrate the working of
* // advance()
* #include<iostream>
* #include<iterator> // for iterators
* #include<vector> // for vectors
* using namespace std;
* int main()
* {
* vector<int> ar = { 1, 2, 3, 4, 5 };
* // Declaring iterator to a vector
* vector<int>::iterator ptr = ar.begin();
* // Using advance() to increment iterator position
* // points to 4
* advance(ptr, 3);
* // Displaying iterator position
* cout << "The position of iterator after advancing is : ";
* cout << \*ptr << " ";
* return 0;
* }

**Output:**

The position of iterator after advancing is : 4

* **next()** :- This function **returns the new iterator** that the iterator would point after **advancing the positions** mentioned in its arguments.
* **prev()** :- This function **returns the new iterator** that the iterator would point **after decrementing the positions** mentioned in its arguments.CPP
* // C++ code to demonstrate the working of
* // next() and prev()
* #include<iostream>
* #include<iterator> // for iterators
* #include<vector> // for vectors
* using namespace std;
* int main()
* {
* vector<int> ar = { 1, 2, 3, 4, 5 };
* // Declaring iterators to a vector
* vector<int>::iterator ptr = ar.begin();
* vector<int>::iterator ftr = ar.end();

* // Using next() to return new iterator
* // points to 4
* auto it = next(ptr, 3);
* // Using prev() to return new iterator
* // points to 3
* auto it1 = prev(ftr, 3);
* // Displaying iterator position
* cout << "The position of new iterator using next() is : ";
* cout << \*it << " ";
* cout << endl;
* // Displaying iterator position
* cout << "The position of new iterator using prev() is : ";
* cout << \*it1 << " ";
* cout << endl;
* return 0;
* }

**Output:**

The position of new iterator using next() is : 4

The position of new iterator using prev() is : 3

* **inserter()** :- This function is used to **insert the elements at any position** in the container. It accepts **2 arguments, the container and iterator to position where the elements have to be inserted**.CPP
* // C++ code to demonstrate the working of
* // inserter()
* #include<iostream>
* #include<iterator> // for iterators
* #include<vector> // for vectors
* using namespace std;
* int main()
* {
* vector<int> ar = { 1, 2, 3, 4, 5 };
* vector<int> ar1 = {10, 20, 30};
* // Declaring iterator to a vector
* vector<int>::iterator ptr = ar.begin();
* // Using advance to set position
* advance(ptr, 3);
* // copying 1 vector elements in other using inserter()
* // inserts ar1 after 3rd position in ar
* copy(ar1.begin(), ar1.end(), inserter(ar,ptr));
* // Displaying new vector elements
* cout << "The new vector after inserting elements is : ";
* for (int &x : ar)
* cout << x << " ";
* return 0;
* }

**Output:**

The new vector after inserting elements is : 1 2 3 10 20 30 4 5

Iterators in C++ STL

Iterators are used to point at the memory addresses of [STL](http://quiz.geeksforgeeks.org/the-c-standard-template-library-stl/) containers. They are primarily used in a sequence of numbers, characters etc. We can use iterators to move through the contents of the container. They can be visualised as something similar to a pointer pointing to some location and we can access content at that particular location using them.  
  
**Basic Operations of iterators** :-

* **begin()** :- This function is used to return the **beginning position** of the container.
* **end()** :- This function is used to return the***after* end position** of the container.CPP
* // C++ code to demonstrate the working of
* // iterator, begin() and end()
* #include<iostream>
* #include<iterator> // for iterators
* #include<vector> // for vectors
* using namespace std;
* int main()
* {
* vector<int> ar = { 1, 2, 3, 4, 5 };
* // Declaring iterator to a vector
* vector<int>::iterator ptr;
* // Displaying vector elements using begin() and end()
* cout << "The vector elements are : ";
* for (ptr = ar.begin(); ptr < ar.end(); ptr++)
* cout << \*ptr << " ";
* return 0;
* }

**Output:**

The vector elements are : 1 2 3 4 5

* **advance()**:- This function is used to **increment the iterator position**till the specified number mentioned in its arguments.CPP
* // C++ code to demonstrate the working of
* // advance()
* #include<iostream>
* #include<iterator> // for iterators
* #include<vector> // for vectors
* using namespace std;
* int main()
* {
* vector<int> ar = { 1, 2, 3, 4, 5 };
* // Declaring iterator to a vector
* vector<int>::iterator ptr = ar.begin();
* // Using advance() to increment iterator position
* // points to 4
* advance(ptr, 3);
* // Displaying iterator position
* cout << "The position of iterator after advancing is : ";
* cout << \*ptr << " ";
* return 0;
* }

**Output:**

The position of iterator after advancing is : 4

* **next()** :- This function **returns the new iterator** that the iterator would point after **advancing the positions** mentioned in its arguments.
* **prev()** :- This function **returns the new iterator** that the iterator would point **after decrementing the positions** mentioned in its arguments.CPP
* // C++ code to demonstrate the working of
* // next() and prev()
* #include<iostream>
* #include<iterator> // for iterators
* #include<vector> // for vectors
* using namespace std;
* int main()
* {
* vector<int> ar = { 1, 2, 3, 4, 5 };
* // Declaring iterators to a vector
* vector<int>::iterator ptr = ar.begin();
* vector<int>::iterator ftr = ar.end();

* // Using next() to return new iterator
* // points to 4
* auto it = next(ptr, 3);
* // Using prev() to return new iterator
* // points to 3
* auto it1 = prev(ftr, 3);
* // Displaying iterator position
* cout << "The position of new iterator using next() is : ";
* cout << \*it << " ";
* cout << endl;
* // Displaying iterator position
* cout << "The position of new iterator using prev() is : ";
* cout << \*it1 << " ";
* cout << endl;
* return 0;
* }

**Output:**

The position of new iterator using next() is : 4

The position of new iterator using prev() is : 3

* **inserter()** :- This function is used to **insert the elements at any position** in the container. It accepts **2 arguments, the container and iterator to position where the elements have to be inserted**.CPP
* // C++ code to demonstrate the working of
* // inserter()
* #include<iostream>
* #include<iterator> // for iterators
* #include<vector> // for vectors
* using namespace std;
* int main()
* {
* vector<int> ar = { 1, 2, 3, 4, 5 };
* vector<int> ar1 = {10, 20, 30};
* // Declaring iterator to a vector
* vector<int>::iterator ptr = ar.begin();
* // Using advance to set position
* advance(ptr, 3);
* // copying 1 vector elements in other using inserter()
* // inserts ar1 after 3rd position in ar
* copy(ar1.begin(), ar1.end(), inserter(ar,ptr));
* // Displaying new vector elements
* cout << "The new vector after inserting elements is : ";
* for (int &x : ar)
* cout << x << " ";
* return 0;
* }

**Output:**

The new vector after inserting elements is : 1 2 3 10 20 30 4 5

Insertion and Deletion in Arrays

### Insertion in Arrays

Given an array of a given size. The task is to insert a new element in this array. There are two possible ways of inserting elements in an array:

1. Insert elements at the end of the array.
2. Insert element at any given index in the array.

**Special Case**: A special case is needed to be considered is that whether the array is already full or not. If the array is full, then the new element can not be inserted.  
  
  
  
Consider the given array is **arr[]** and the initial size of the array is N, that is the array can contain a maximum of N elements and the length of the array is **len**. That is, there are *len*number of elements already present in this array. 

* **Insert an element K at end in arr[]**: The first step is to check if there is any space left in the array for new element. To do this check,

if(len < N)

// space left

else

// array is full

* If there is space left for the new element, insert it directly at the end at position **len + 1** and index **len**:

arr[len] = k;

* ***Time Complexity*** of this insert operation is constant, i.e. O(1) as we are directly inserting the element in a single operation.
* **Insert an element K at position, pos in arr[]**: The first step is to check if there is any space left in the array for new element. To do this check,

if(len < N)

// space left

else

// array is full

* Now, if there is space left, the element can be inserted. The index of the new element will be **idx = pos - 1**. Now, before inserting the element at the index idx, shift all elements from the index idx till end of the array to the right by 1 place. This can be done as:

for(i = len-1; i >= idx; i--)

{

arr[i+1] = arr[i];

}

* After shifting the elements, place the element K at index idx.

arr[idx] = K;

* ***Time Complexity*** in worst case of this insertion operation can be linear i.e. O(N) as we might have to shift all of the elements by one place to the right.

### Deletion in Arrays

To delete a given element from an array, we will have to first search the element in the array. If the element is present in the array then delete operation is performed for the element otherwise the user is notified that the array does not contains the given element.  
  
Consider the given array is **arr[]** and the initial size of the array is N, that is the array can contain a maximum of N elements and the length of the array is **len**. That is, there are *len*number of elements already present in this array.   
  
**Deleting an element K from the array arr[]**: Search the element K in the array arr[] to find the index at which it is present.

for(i = 0; i < N; i++)

{

if(arr[i] == K)

idx = i; return;

else

Element not Found;

}

Now, to delete the element present at index **idx**, left shift all of the elements present after *idx* by one place and finally reduce the length of the array by 1. 

for(i = idx+1; i < len; i++)

{

arr[i-1] = arr[i];

}

len = len-1;

***Time Complexity*** in worst case of this deletion operation can be linear i.e. O(N) as we might have to shift all of the elements by one place to the left.

Sample Problems on Array

### **Problem #1 : Range Sum Queries using Prefix Sum**

**Description :** We are given an Array of **n** integers, We are given **q** queries having indices **l and r**. We have to find out sum between the given range of indices.

**Input**

[4, 5, 3, 2, 5]

3

0 3

2 4

1 3

**Output**

14 (4+5+3+2)

10 (3+2+5)

10 (5+3+2)

**Solution :** The numbers of queries are large. It will be very inefficient to iterate over the array and calculate the sum for each query separately. We have to devise the solution so that we can get the answer of the query in constant time. We will be storing the sum upto a particular index in prefix sum Array. We will be using the prefix sum array to calculate the sum for the given range.

prefix[] = Array stores the sum (A[0]+A[1]+....A[i]) at index i.

if l == 0 :

sum(l,r) = prefix[r]

else :

sum(l,r) = prefix[r] - prefix[l-1]

**Pseudo Code**

// n : size of array

// q : Number of queries

// l, r : Finding Sum of range between index l and r

// l and r (inclusive) and 0 based indexing

void range\_sum(arr, n)

{

prefix[n] = {0}

prefix[0] = arr[0]

for i = 1 to n-1 :

prefix[i] = a[i] + prefix[i-1]

for (i = 1 to q )

{

if (l == 0)

{

ans = prefix[r]

print(ans)

}

else

{

ans = prefix[r] - prefix[l-1]

print(ans)

}

}

}

**Time Complexity :** Max(O(n),O(q))  
**Auxiliary Space :** O(n)

### **Problem #2 : Equilibrium index of an array**

**Description -** Equilibrium index of an array is an index such that the sum of elements at lower indexes is equal to the sum of elements at higher indexes. We are given an Array of integers, We have to find out the first index **i** from left such that -

A[0] + A[1] + ... A[i-1] = A[i+1] + A[i+2] ... A[n-1]

**Input**

[-7, 1, 5, 2, -4, 3, 0]

**Output**

3

A[0] + A[1] + A[2] = A[4] + A[5] + A[6]

**Naive Solution :** We can iterate for each index i and calculate the leftsum and rightsum and check whether they are equal.

for (i=0 to n-1)

{

leftsum = 0

for (j = 0 to i-1)

leftsum += arr[i]

rightsum = 0

for (j = i+1 to n-1)

rightsum += arr[i]

if leftsum == rightsum :

return i

}

**Time Complexity :** O(n^2)  
**Auxiliary Space :** O(1)

**Tricky Solution :** The idea is to first get the total sum of array. Then Iterate through the array and keep updating the left sum which is initialized as zero. In the loop, we can get the right sum by subtracting the elements one by one. Then check whether the Leftsum and the Rightsum are equal.  
**Pseudo Code**

// n : size of array

int eqindex(arr, n)

{

sum = 0

leftsum = 0

for (i=0 to n-1)

sum += arr[i]

for (i=0 to n-1)

{

// now sum will be righsum for index i

sum -= a[i]

if (sum == leftsum )

return i

leftsum += a[i]

}

}

**Time Complexity :** O(n)  
**Auxiliary Space :** O(1)

### **Problem #3 : Largest Sum Subarray**

**Description :** We are given an array of positive and negative integers. We have to find the subarray having maximum sum.

**Input**

[-3, 4, -1, -2, 1, 5]

**Output**

7

(4+(-1)+(-2)+1+5)

**Solution :**A simple idea is to look for all the positive contiguous segments of the array (max\_ending\_here is used for this), and keep the track of maximum sum contiguous segment among all the positive segments (max\_so\_far is used for this). Each time we get a positive sum compare it with max\_so\_far and if it is greater than max\_so\_far, update max\_so\_far.  
**Pseudo Code**

//n : size of array

int largestsum(arr, n)

{

max\_so\_far = INT\_MIN

max\_ending\_here = 0

for (i=0 to n-1)

{

max\_ending\_here += arr[i]

if max\_so\_far < max\_ending\_here :

max\_so\_far = max\_ending\_here

if max\_ending\_here < 0 :

max\_ending\_here = 0

}

return max\_so\_far

}

**Time Complexity :** O(n)  
**Auxiliary Space :** O(1)

### **Problem #4 : Merge two sorted Arrays**

**Description :** We are given two sorted arrays **arr1[ ]** and **arr2[ ]**of size **m** and **n** respectively. We have to merge these arrays and store the numbers in arr3[ ] of size **m+n**.

**Input**

1 3 4 6

2 5 7 8

**Output**

1 2 3 4 5 6 7 8

**Solution :** The idea is to traverse both the arrays simultaneously and compare the current numbers from both the Arrays. Pick the smaller element and copy it to arr3[ ] and advance the current index of the array from where the smaller element is picked. When we reach at the end of one of the arrays, copy the remaining elements of another array to arr3[ ].  
**Pseudo Code**

// input arrays - arr1(size m), arr2(size n)

void merge\_sorted(arr1, arr2, m, n)

{

arr3[m+n] // merged array

i=0,j=0,k=0

while(i < m && j < n)

{

if arr1[i] < arr2[j] :

arr3[k++] = arr1[i++]

else :

arr3[k++] = arr2[j++]

}

while(i < m)

arr3[k++] = arr1[i++]

while(j < n)

arr3[k++] = arr2[j++]

}

**Time Complexity :** O(m+n)  
**Auxiliary Space :** O(m+n)

Largest Element in an Array

Given an array **arr** of size **N**, the task is to find the largest element in the given array.

**Example:**

***Input:****arr[] = {10, 20, 4}*  
***Output:****20*

***Input :****arr[] = {20, 10, 20, 4, 100}*  
***Output :****100*

**Approach 1 - Naive Method:**

C++Java

#include <bits/stdc++.h>

using namespace std;

using namespace std;

int getlargest(int arr[], int n)

{

for (int i = 0; i < n; ++i) {

bool flag = true;

for (int j = i; j < n; ++j) {

if (arr[j] > arr[i]) {

flag = false;

break;

}

}

if (flag == true) {

return arr[i];

}

}

return -1;

}

int main()

{

int arr[] = { 5, 8, 20, 15 };

cout << "Largest in given array is "

<< getlargest(arr, 4);

return 0;

}

**Output**

Largest in given array is 20

**Approach 2 – Linear Traversal:** One of the most simplest and basic approach to solve this problem is to simply traverse the whole list and find the maximum among them.

Follow the steps below to implement this idea:

* Create a local variable **max**to store the maximum among the list
* **Initialize max with the first element** initially, to start the comparison.
* Then **traverse the given array** from second element till end, and for each element:
  + **Compare the current element with max**
  + If the current element is greater than max, then **replace** the value of **max** with the current element.
* At the end, **return** and print the value of the largest element of array stored in **max**.

Below is the implementation of the above approach:

C++Java

// C++ program to find maximum

// in arr[] of size n

#include <bits/stdc++.h>

using namespace std;

int largest(int arr[], int n)

{

int i;

// Initialize maximum element

int max = arr[0];

// Traverse array elements

// from second and compare

// every element with current max

for (i = 1; i < n; i++)

if (arr[i] > max)

max = arr[i];

return max;

}

// Driver Code

int main()

{

int arr[] = {10, 324, 45, 90, 9808};

int n = sizeof(arr) / sizeof(arr[0]);

cout << "Largest in given array is "

<< largest(arr, n);

return 0;

}

**Output**

Largest in given array is 9808

Second Largest Element in Array

Given an array of integers, our task is to write a program that efficiently finds the second largest element present in the array.

**Example:**

**Input:** arr[] = {12, 35, 1, 10, 34, 1}

**Output:** The second largest element is 34.

**Explanation:** The largest element of the

array is 35 and the second

largest element is 34

**Input:** arr[] = {10, 5, 10}

**Output:** The second largest element is 5.

**Explanation:** The largest element of

the array is 10 and the second

largest element is 5

**Input:** arr[] = {10, 10, 10}

**Output:** The second largest does not exist.

**Explanation:** Largest element of the array

is 10 there is no second largest element

**Efficient Solution:**

**Approach:** Find the second largest element in a single traversal.   
Below is the complete algorithm for doing this:

1) Initialize the first as 0(i.e, index of arr[0] element

2) Start traversing the array from array[1],

a) If the current element in array say arr[i] is greater

than first. Then update first and second as,

second = first

first = arr[i]

b) If the current element is in between first and second,

then update second to store the value of current variable as

second = arr[i]

3) Return the value stored in second.

**Implementation:**

C++Java

// C++ program to find the second largest element

#include <iostream>

using namespace std;

// returns the index of second largest

// if second largest didn't exist return -1

int secondLargest(int arr[], int n) {

int first = 0, second = -1;

for (int i = 1; i < n; i++) {

if (arr[i] > arr[first]) {

second = first;

first = i;

}

else if (arr[i] < arr[first]) {

if (second == -1 || arr[second] < arr[i])

second = i;

}

}

return second;

}

int main() {

int arr[] = {10, 12, 20, 4};

int index = secondLargest(arr, sizeof(arr)/sizeof(arr[0]));

if (index == -1)

cout << "Second Largest didn't exist";

else

cout << "Second largest : " << arr[index];

}

**Output**

The second largest element is 12

**Complexity Analysis:**

* **Time Complexity: O(n).**  
  Only one traversal of the array is needed.
* **Auxiliary space:** **O(1).**  
  As no extra space is required.

Check if an Array is Sorted

Given an array of size **n**, write a program to check if it is sorted in ascending order or not. Equal values are allowed in an array and two consecutive equal values are considered sorted.

**Examples:**

Input : 20 21 45 89 89 90

Output : Yes

Input : 20 20 45 89 89 90

Output : Yes

Input : 20 20 78 98 99 97

Output : No

**Naive Approach:**

C++Java

#include <iostream>

#include <cmath>

using namespace std;

bool isSorted(int arr[], int n)

{

for(int i = 0; i < n; i++)

{

for(int j = i + 1; j < n; j++)

{

if(arr[j] < arr[i])

return false;

}

}

return true;

}

int main() {

int arr[] = {7, 2, 30, 10}, n = 4;

printf("%s", isSorted(arr, n)? "true": "false");

}

**Output:**

false

**Iterative approach:**

C++Java

// C++ program to check if an

// Array is sorted or not

#include <bits/stdc++.h>

using namespace std;

// Function that returns true if array is

// sorted in non-decreasing order.

bool arraySortedOrNot(int arr[], int n)

{

// Array has one or no element

if (n == 0 || n == 1)

return true;

for (int i = 1; i < n; i++)

// Unsorted pair found

if (arr[i - 1] > arr[i])

return false;

// No unsorted pair found

return true;

}

// Driver code

int main()

{

int arr[] = { 20, 23, 23, 45, 78, 88 };

int n = sizeof(arr) / sizeof(arr[0]);

if (arraySortedOrNot(arr, n))

cout << "Yes\n";

else

cout << "No\n";

}

**Output**

Yes

**Time Complexity: O(n)**  
**Auxiliary Space: O(1)**

Reverse an Array

Given an array (or string), the task is to reverse the array/string.  
**Examples :** 

Input : arr[] = {1, 2, 3}

Output : arr[] = {3, 2, 1}

Input : arr[] = {4, 5, 1, 2}

Output : arr[] = {2, 1, 5, 4}

**Iterative way :**

*1) Initialize start and end indexes as start = 0, end = n-1*  
*2) In a loop, swap arr[start] with arr[end] and change start and end as follows :*  
*start = start +1, end = end – 1*

![reverse-a-number](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/4RDgRXhpZgAATU0AKgAAAAgABAE7AAIAAAAHAAAISodpAAQAAAABAAAIUpydAAEAAAAOAAAQyuocAAcAAAgMAAAAPgAAAAAc6gAAAAgAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAEFyY2hpdAAAAAWQAwACAAAAFAAAEKCQBAACAAAAFAAAELSSkQACAAAAAzU4AACSkgACAAAAAzU4AADqHAAHAAAIDAAACJQAAAAAHOoAAAAIAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAyMDE4OjAyOjEzIDEyOjU2OjM1ADIwMTg6MDI6MTMgMTI6NTY6MzUAAABBAHIAYwBoAGkAdAAAAP/hCxlodHRwOi8vbnMuYWRvYmUuY29tL3hhcC8xLjAvADw/eHBhY2tldCBiZWdpbj0n77u/JyBpZD0nVzVNME1wQ2VoaUh6cmVTek5UY3prYzlkJz8+DQo8eDp4bXBtZXRhIHhtbG5zOng9ImFkb2JlOm5zOm1ldGEvIj48cmRmOlJERiB4bWxuczpyZGY9Imh0dHA6Ly93d3cudzMub3JnLzE5OTkvMDIvMjItcmRmLXN5bnRheC1ucyMiPjxyZGY6RGVzY3JpcHRpb24gcmRmOmFib3V0PSJ1dWlkOmZhZjViZGQ1LWJhM2QtMTFkYS1hZDMxLWQzM2Q3NTE4MmYxYiIgeG1sbnM6ZGM9Imh0dHA6Ly9wdXJsLm9yZy9kYy9lbGVtZW50cy8xLjEvIi8+PHJkZjpEZXNjcmlwdGlvbiByZGY6YWJvdXQ9InV1aWQ6ZmFmNWJkZDUtYmEzZC0xMWRhLWFkMzEtZDMzZDc1MTgyZjFiIiB4bWxuczp4bXA9Imh0dHA6Ly9ucy5hZG9iZS5jb20veGFwLzEuMC8iPjx4bXA6Q3JlYXRlRGF0ZT4yMDE4LTAyLTEzVDEyOjU2OjM1LjU4MTwveG1wOkNyZWF0ZURhdGU+PC9yZGY6RGVzY3JpcHRpb24+PHJkZjpEZXNjcmlwdGlvbiByZGY6YWJvdXQ9InV1aWQ6ZmFmNWJkZDUtYmEzZC0xMWRhLWFkMzEtZDMzZDc1MTgyZjFiIiB4bWxuczpkYz0iaHR0cDovL3B1cmwub3JnL2RjL2VsZW1lbnRzLzEuMS8iPjxkYzpjcmVhdG9yPjxyZGY6U2VxIHhtbG5zOnJkZj0iaHR0cDovL3d3dy53My5vcmcvMTk5OS8wMi8yMi1yZGYtc3ludGF4LW5zIyI+PHJkZjpsaT5BcmNoaXQ8L3JkZjpsaT48L3JkZjpTZXE+DQoJCQk8L2RjOmNyZWF0b3I+PC9yZGY6RGVzY3JpcHRpb24+PC9yZGY6UkRGPjwveDp4bXBtZXRhPg0KICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICA8P3hwYWNrZXQgZW5kPSd3Jz8+/9sAQwAHBQUGBQQHBgUGCAcHCAoRCwoJCQoVDxAMERgVGhkYFRgXGx4nIRsdJR0XGCIuIiUoKSssKxogLzMvKjInKisq/9sAQwEHCAgKCQoUCwsUKhwYHCoqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioq/8AAEQgBLgFtAwEiAAIRAQMRAf/EAB8AAAEFAQEBAQEBAAAAAAAAAAABAgMEBQYHCAkKC//EALUQAAIBAwMCBAMFBQQEAAABfQECAwAEEQUSITFBBhNRYQcicRQygZGhCCNCscEVUtHwJDNicoIJChYXGBkaJSYnKCkqNDU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6g4SFhoeIiYqSk5SVlpeYmZqio6Slpqeoqaqys7S1tre4ubrCw8TFxsfIycrS09TV1tfY2drh4uPk5ebn6Onq8fLz9PX29/j5+v/EAB8BAAMBAQEBAQEBAQEAAAAAAAABAgMEBQYHCAkKC//EALURAAIBAgQEAwQHBQQEAAECdwABAgMRBAUhMQYSQVEHYXETIjKBCBRCkaGxwQkjM1LwFWJy0QoWJDThJfEXGBkaJicoKSo1Njc4OTpDREVGR0hJSlNUVVZXWFlaY2RlZmdoaWpzdHV2d3h5eoKDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uLj5OXm5+jp6vLz9PX29/j5+v/aAAwDAQACEQMRAD8A+kaKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooA8++J/xPuPh5eaLa2egf2zNq3n7V+2C32eUEJ5KMDkP7dO+a4v/AIaF1/8A6Jz/AOVyP/43Unx/Xf408BL6/wBo/wDouKuP+ze1ePjsdVw9RQgltfX5+Z4GZZlWwlZQppWtfW/d+Z1n/DQuv/8AROf/ACuR/wDxuj/hoXX/APonP/lcj/8Ajdcn9m9qPs3tXB/a9fsvx/zPN/tzE/yx+5/5nWf8NC6//wBE5/8AK5H/APG6P+Ghdf8A+ic/+VyP/wCN1yf2b2o+ze1H9r1+y/H/ADD+3MT/ACx+5/5nS3v7SWsadZvdXnw98uGPG5v7aQ4ycDgRZ6muz/4Tb4nf9Ej/APLltv8A4mvBvHUGzwXftjp5f/oxa+wq9jA4ieIpuc+9tPke/luLqYui51Er3tp6I82/4Tb4nf8ARI//AC5bb/4mj/hNvid/0SP/AMuW2/8Aia9JqtqGp2Gk2jXWq3tvZW6/emuZVjQf8CYgV3npHn//AAm3xO/6JH/5ctt/8TR/wm3xO/6JH/5ctt/8TXe6ZrGm61a/adG1G01CDOPNtJ1lXPplSRVygDzb/hNvid/0SP8A8uW2/wDiazfD3xX8d+KtBt9Z0H4Wfa9Pud3lTf8ACQwJu2sUPysgI+ZSOR2r1uvNv2fP+SE+Hv8At5/9KZaAD/hNvid/0SP/AMuW2/8AiaP+E2+J3/RI/wDy5bb/AOJr0mkZgilnIVVGSScACgDzf/hNvid/0SP/AMuW2/8AiaP+E2+J3/RI/wDy5bb/AOJrt9N8R6JrU0sOj6zp9/LD/rEtbpJWT6hScVpUAebf8Jt8Tv8Aokf/AJctt/8AE1m2PxX8d6jr2qaNZfCzzNQ0nyvtsP8AwkMA8rzV3x/MUw2VGeCcd8V63Xm3gn/ku3xP/wC4T/6TNQAf8Jt8Tv8Aokf/AJctt/8AE0f8Jt8Tv+iR/wDly23/AMTXpNFAHm3/AAm3xO/6JH/5ctt/8TR/wm3xO/6JH/5ctt/8TXoN/qNlpVlJeapeQWVrHjfPcSrGiZOBlmIA5IFTghlBUggjII70Aeb/APCbfE7/AKJH/wCXLbf/ABNZt98V/Hena9pejXvws8vUNW837FD/AMJDAfN8pd8nzBMLhTnkjPbNet15t42/5Lt8MP8AuLf+ky0AH/CbfE7/AKJH/wCXLbf/ABNH/CbfE7/okf8A5ctt/wDE16TRQB5t/wAJt8Tv+iR/+XLbf/E0f8Jt8Tv+iR/+XLbf/E12OqeL/DWiXn2TWvEOladc7Q/k3d7HE+09DtZgccdan0jxDouvrK2g6vYamsJAkNlcpMEJ6Z2k4zg0bgcP/wAJt8Tv+iR/+XLbf/E1m+Ifiv478K6Dcazr3ws+yafbbfNm/wCEhgfbuYIPlVCT8zAcDvXrdebftB/8kJ8Q/wDbt/6UxUAcn/w0Lr//AETn/wArkf8A8bo/4aF1/wD6Jz/5XI//AI3XJ/Zvaj7N7V8x/a9fsvx/zPjv7cxP8sfuf+Z1n/DQuv8A/ROf/K5H/wDG6P8AhoXX/wDonP8A5XI//jdcn9m9qPs3tR/a9fsvx/zD+3MT/LH7n/mdZ/w0Lr//AETn/wArkf8A8bo/4aF1/wD6Jz/5XI//AI3XJ/Zvaj7N7Uf2vX7L8f8AMP7cxP8ALH7n/me+/D7xd/wnfgTT/Ef2L7B9t83/AEfzfN2bJWj+9tXOdmeg610lebfs+f8AJCfD3/bz/wClMtek19OfYhRRRQAUUUUAFFFFAHifx1Xf498AL6/2j/6Kjrn/ALN7V03xrXf8Rvh6vr/aX/omOs77NXzObfx16fqz4/PP95j/AIV+bMr7N7VzHi+91a10+8i0i0aMQ25llvpDtVFweE7luPwrvPs1YvjGDb4J1g+lnJ/6Ca86jZVFdXPLw1lWjdX1RBpETS6JYySFnd7eNmZjkklRyTVz7N7VNoNvnw5pp9bSL/0AVf8As1TUXvv1MZr3mcJ8RINngLUWx08r/wBGpX1lXy78TYdnw51NvTyv/RyV9RV9FlP8B+v6I+tyP/dpf4n+SCuM1b4b2HiPx6viDxNJHq1lb2ogs9JuLfdDA5OWkOSQ5PTleOOuBXZ1x/jzx6nhOO107TLNtV8RakSmn6bEeXPd3P8ACg6k+31I9Z7p9T3t00cfd6VpnhL9oXwza+DbaHT/AO1bK4/taxs0CRGJFJjkKLwp3AjOO31z7BXEeAPAlzoFxd+IPE94NT8U6oB9ruh9yFOohiHZB+uBXb1W0VF9P87k7ttBXm37Pn/JCfD3/bz/AOlMtek15t+z5/yQnw9/28/+lMtIZ6TXM+OvCEnjbRrfSW1N7GxN1HLfRxxljdwqcmHIYbQeOeenSumrK1vxNpHhyWwj1q8FqdRuVtbYtGxV5T0UkAhc+pwKOwbHkfj3SfCVpregaf8ADWz0+DxhaapFtj0dEWSGJTiX7Rs6Ljrv559zXuNeWfGrQdA074f6j4igtbbTNbtJFuLPUbWNYrj7QXGBvXBbdk5Bz69q9H0ia5uNDsZr5dt1JbxvMuMYcqCwx9c0Rd4tdn+a/wCB/VxS0kvNfk/+CXK828E/8l2+J/8A3Cf/AEmavSa828E/8l2+J/8A3Cf/AEmagZ6TRRXM/EQ+JT4F1CLwTbfaNYmURQjzUjKBjhmDMQAQuSOetJuyGldnjvx31W98YeGdZm02dovD3h24iheRel9eNIqso9UjVj9WPtX0Faf8eUH/AFzX+VfOHxFuvFel/A6Xw7dfDf8AsHR7fyFN6dbguSpEqnJRQCxZup9WJr3jwdqWtap4fjn8R6D/AGFdBti232xLncgAw+5AAM88dsVcUlBpd/0X9W7Eyd5Rb7f1/Xc3a828bf8AJdvhh/3Fv/SZa9Jrzbxt/wAl2+GH/cW/9JlqRnpNFFFAHgbeIfCd18SvGd1rnhS88X3qXsdpDa2mjC+NrDFGFLfMNqguX75+Xp0r0/4fX3gzU9Jnu/AthZWEZk8u7gt7JbWSORf4ZEAByMnr+FXfCd/4Y1GLUpvCMdqgS+kjvvs9r5DG5H394KqS3P3j19a47wgIX/aD8cS6Vj7GLS1S8KfcN1j+e3OffNEekfL9N/R/m0E+svP9bfh+SPUa82/aD/5IT4h/7dv/AEpir0mvNv2g/wDkhPiH/t2/9KYqAPPPs3tR9m9q1fs1H2avgrH5lY4XXJbi616LRrW9Onwx25ury6XAZUztCgngEnPNP0HTZ4b3zNP13+19JZCGM84mkSTPZ1GCPY9Kj1XSbOX4sQJrKq1nd6f+5jlP7uaVH+6R0bAJOD7VM2m2Wl/E3TLbQIorcz20x1CC3AVQgA8tio4B3HGcV6XKvZqC6xb29evc9Zxj7JQj/LfZW7vXe/RfcdB9m9qPs3tWr9mo+zV5tjybHXfs+f8AJCfD3/bz/wClMtek15t+z5/yQnw9/wBvP/pTLXpNfen6aFFFFABRRRQAUUUUAePfGJd/xP8Ah2vr/af/AKJjo+z+1Xvi34f8T6j4q8Iaz4V0L+2v7J+2/aIftkVvjzURF+Zz7MeAenbNYO74m/8ARMP/ACv21eHmGFrVqqlTV1by8z5zNMFXxFZTpxurd13ZofZ/aoL3SrfUbGezvI/Mt50MciZI3KRgjI5FVt3xN/6Jh/5X7ajd8Tf+iYf+V+2rz1l+KWqj+K/zPLWV4xO6h+K/zLlvp8VpaxW9umyKFAiLknCgYAyak+z+1Z+74m/9Ew/8r9tRu+Jv/RMP/K/bUPL8U9XH8V/mH9lYz+T8V/mc/wDFeHZ8MNWb08n/ANHJX0jXzn4v0D4m+KvCt5ow+HX2T7Ts/ff23bPt2ur/AHcjP3cde9eh/wDCbfE7/okf/ly23/xNe3l9GpRpONRWd/8AI+iyvD1MPRcKis7/AKI9Jrz7xD8H9O8Q+MpvE58S+JdL1GWJYd2mXyQBIwANqnYWAJGSM9TVf/hNvid/0SP/AMuW2/8AiaP+E2+J3/RI/wDy5bb/AOJr0etz1rl/Rfhf/YutW2o/8Jz4z1D7O+77Lf6v5sMvGMOuwZFd1Xm3/CbfE7/okf8A5ctt/wDE0f8ACbfE7/okf/ly23/xNAj0mvNv2fP+SE+Hv+3n/wBKZaP+E2+J3/RI/wDy5bb/AOJrm/h9cfE7wJ4E0/w3/wAKw+3/AGLzf9I/4SC2i375Wk+782Mb8dT0oA9trL8R+G9J8WaJLpOv2i3dnLglCSCrDoysOQR6iuK/4Tb4nf8ARI//AC5bb/4mj/hNvid/0SP/AMuW2/8AiaTVw2LWm/B3QrTUra81TVNd8QCzkElpb6zqLXENuw6FUwBx2zmu/rzb/hNvid/0SP8A8uW2/wDiar33xH+IGlWUl7q3wuSytIseZO/iKFwmSAOERmOSQOAetEpKMbvZF06cqk1CCu3ov0PUa828E/8AJdvif/3Cf/SZqP8AhNvid/0SP/y5bb/4mub0S4+J2jeO/FHiT/hWHnf2/wDZP9H/AOEgtl8jyIjH97nduznoMe9Mg9torzb/AITb4nf9Ej/8uW2/+Jo/4Tb4nf8ARI//AC5bb/4mgDrPGfhGw8c+FrjQdWluYbW4ZGd7ZlVwUYMMFlI6gdq240EUSRrnCqFGfavOP+E2+J3/AESP/wAuW2/+Jo/4Tb4nf9Ej/wDLltv/AImjpYD0mvNvG3/Jdvhh/wBxb/0mWj/hNvid/wBEj/8ALltv/ia5vW7j4naz478L+JP+FYeT/YH2v/R/+Egtm8/z4hH97jbtxnoc+1AHttFebf8ACbfE7/okf/ly23/xNH/CbfE7/okf/ly23/xNAGhrnwm0XVtbuNXsNS1rw/fXZBu5dEvzbfasf3xgg/UAGug8L+E9H8HaSdP0G28mJnMsruxeSaQ9XdjyxNcf/wAJt8Tv+iR/+XLbf/E0f8Jt8Tv+iR/+XLbf/E0LRWQPV3Z6TXm37Qf/ACQnxD/27f8ApTFR/wAJt8Tv+iR/+XLbf/E1zfxBuPid478Cah4b/wCFYfYPtvlf6R/wkFtLs2SrJ935c52Y6jrQBc+z+1H2f2rP3fE3/omH/lftqN3xN/6Jh/5X7avk/wCzsT/L+K/zPh/7Kxn8n4r/ADH6r4e07XLP7Lq1nHdQ5yFcfdPqD1B9xUGi+EtH8OxOmjWEdqJPvsMszfViST+dSbvib/0TD/yv21G74m/9Ew/8r9tV/UcYo8ttPVf5mn9nY/l5LO3a6t+ZofZ/aj7P7Vn7vib/ANEw/wDK/bUbvib/ANEw/wDK/bVH9nYn+X8V/mZ/2VjP5PxX+Z1H7Pn/ACQnw9/28/8ApTLXpNcT8HfD2qeFfhPo2ja9bfZdQtvP82HzFfbunkcfMpIPysDwe9dtX1h9wFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAVyXxS/5Jrqn/AGx/9HJXW1yXxS/5Jrqn/bH/ANHJXPif4E/R/kehlf8Av9D/ABx/NHW0UUV0HnhRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABXJfFL/kmuqf8AbH/0cldbXjvxVu9Z0aa508XBm0bVgJESUbjC6srMqt1HIBx0w3ArjxtT2dCV1umvvPayPDvEY+motJpp69bNN287ansVFcX8O7vWdds5tf164JFwTHa26DbHGgPLBe+Txk5PHXmu0ropVPaQU0rXPOxWHeGrSoyabW9tr9V8tgooorQ5gooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigDifHnjzVPCuvaBo2g+Gv+Eg1DXPtPlQ/b1tdvkqrn5mUg/KxPJH3e+azP+E2+J3/AESP/wAuW2/+Jo8bf8l2+GH/AHFv/SZa9JoA82/4Tb4nf9Ej/wDLltv/AImj/hNvid/0SP8A8uW2/wDia9Jqhquu6ToUKza3qllp0TnCvd3CRKx9AWIoA4X/AITb4nf9Ej/8uW2/+Jo/4Tb4nf8ARI//AC5bb/4mvRLa5gvLdLi0mjnhkG5JInDKw9QRwaloA8k8Q/Ffx34V0G41nXvhZ9k0+22+bN/wkMD7dzBB8qoSfmYDgd6xf+Ghdf8A+ic/+VyP/wCN11n7Qf8AyQnxD/27f+lMVeT/AGb2rzMfi6mG5eRLW+/yPGzTHVcJyezSd77+VvM6z/hoXX/+ic/+VyP/AON0f8NC6/8A9E5/8rkf/wAbrk/s3tR9m9q8v+16/Zfj/meP/bmJ/lj9z/zOs/4aF1//AKJz/wCVyP8A+N0f8NC6/wD9E5/8rkf/AMbrk/s3tR9m9qP7Xr9l+P8AmH9uYn+WP3P/ADOs/wCGhdf/AOic/wDlcj/+N1teHviv478VaDb6zoPws+16fc7vKm/4SGBN21ih+VkBHzKRyO1ec/ZvavWP2fP+SE+Hv+3n/wBKZa9TAYupiebnS0tt8z2Mrx1XF8/tEla23nfzD/hNvid/0SP/AMuW2/8AiaP+E2+J3/RI/wDy5bb/AOJr0mkZgilnIVVGSScACvTPZPN/+E2+J3/RI/8Ay5bb/wCJrE8V33xF8W6KdPu/hQYCJFkjmXxFasYyPbAzkEjr3r1LTfEeia1NLDo+s6ffyw/6xLW6SVk+oUnFaVTOEZxcZbM1o1p0Kiq03aUXdHmFn4r+JFhYwWlr8IAkMEYjjUeJbbgAYH8NU7H4r+O9R17VNGsvhZ5moaT5X22H/hIYB5Xmrvj+YphsqM8E474r1uvNvBP/ACXb4n/9wn/0mamlZWRm25O73D/hNvid/wBEj/8ALltv/iaP+E2+J3/RI/8Ay5bb/wCJr0mimI82/wCE2+J3/RI//Lltv/iaP+E2+J3/AESP/wAuW2/+Jr0G/wBRstKspLzVLyCytY8b57iVY0TJwMsxAHJAqcEMoKkEEZBHegDzf/hNvid/0SP/AMuW2/8AiawvEPxq8X+FLywtdf8Ahl9km1HzPsq/2/C/meWAX5WMgYDDrjrxXs1eHfH9d/jTwEvr/aP/AKLirKtNwpymuibMa9R06MprdJv7kR/8NC6//wBE5/8AK5H/APG6P+Ghdf8A+ic/+VyP/wCN1yf2b2o+ze1fO/2vX7L8f8z5T+3MT/LH7n/mdZ/w0Lr/AP0Tn/yuR/8Axuj/AIaF1/8A6Jz/AOVyP/43XJ/Zvaj7N7Uf2vX7L8f8w/tzE/yx+5/5nWf8NC6//wBE5/8AK5H/APG6gvf2ktY06ze6vPh75cMeNzf20hxk4HAiz1Nc19m9q57x1Bs8F37Y6eX/AOjFrWjmladSMGlq0uv+Zth85xFStCDSs2l16v1Pef8AhNvid/0SP/y5bb/4mj/hNvid/wBEj/8ALltv/ia9Jor6I+rPNv8AhNvid/0SP/y5bb/4mj/hNvid/wBEj/8ALltv/ia9JqC2vrS8adbO6hna3lMMwikDGJwASjY6Ngg4PPIoA89/4Tb4nf8ARI//AC5bb/4mj/hNvid/0SP/AMuW2/8Aia9JooA5v4feLv8AhO/Amn+I/sX2D7b5v+j+b5uzZK0f3tq5zsz0HWukrzb9nz/khPh7/t5/9KZa9JoAKKKKACiiigAooooA828bf8l2+GH/AHFv/SZa9Jrzbxt/yXb4Yf8AcW/9Jlr0mgAJABJ6DrXz7oGu+Ab4al46+Kl1YXU2rXssOm2t9CbnyLWNtihIdrY5By2P5nP0BIu+Nl6bgRXjv7Oei2Gl+GdYjeJBrdtqc1rfFh86BT8q88hep9yTSjrJ+n6r+vmN25Pn+jOl+GGg6Npp1bU/Bmuw33hvVZlmtdPgT5LKQD94FO7IycHaVGMCu/ryvwRb2+n/AB68b2WhKI9MNtbTXMMQxHHdMOcAcAkZJ969Up3vFPy/4H/DeRP2mv67/wDD+Z5t+0H/AMkJ8Q/9u3/pTFXnn2b2r0P9oP8A5IT4h/7dv/SmKuR+zV4OcfY+f6HzWff8u/n+hlfZvasPWNL1XU9Uhs7eeaw00RF57q3dRI75wEXuvHOcV2P2asnW9UGltDa2lu17qV1kW9qhxnHVmP8ACo7mvFpcyn7quz5+jzKfuK7/AK1+RzGn295ovi2LR31C41C1ubZpl+1MHlhKkDlu4Oa6j7N7VHonhyWymm1DVJ1utUugBLKowkajpGg7KPzJ5NbP2aqrSUpaff3HiJRlO6+/u+5lfZvavQ/2fP8AkhPh7/t5/wDSmWuR+zV137Pn/JCfD3/bz/6Uy17GT/b+X6nv5D/y8+X6npNcz468ISeNtGt9JbU3sbE3Uct9HHGWN3CpyYchhtB4556dK6asrW/E2keHJbCPWrwWp1G5W1ti0bFXlPRSQCFz6nAr3ux9NseR+PdJ8JWmt6Bp/wANbPT4PGFpqkW2PR0RZIYlOJftGzouOu/nn3Ne415Z8atB0DTvh/qPiKC1ttM1u0kW4s9RtY1iuPtBcYG9cFt2TkHPr2r0fSJrm40Oxmvl23UlvG8y4xhyoLDH1zRF3i12f5r/AIH9XFLSS81+T/4JcrzbwT/yXb4n/wDcJ/8ASZq9JrzbwT/yXb4n/wDcJ/8ASZqBnpNFFcz8RD4lPgXUIvBNt9o1iZRFCPNSMoGOGYMxABC5I560m7IaV2eO/HfVb3xh4Z1mbTZ2i8PeHbiKF5F6X140iqyj1SNWP1Y+1fQVp/x5Qf8AXNf5V84fEW68V6X8DpfDt18N/wCwdHt/IU3p1uC5KkSqclFALFm6n1YmvePB2pa1qnh+OfxHoP8AYV0G2LbfbEudyADD7kAAzzx2xVxSUGl3/Rf1bsTJ3lFvt/X9dzdrxP46rv8AHvgBfX+0f/RUde2V4z8a13/Eb4er6/2l/wCiY65cT/An6P8AI5sZ/u1T/C/yOZ+ze1H2b2rV+zUfZq+KsfnljyzX72wbxZfRar4gvdKtrOGJFS0nZS7tlidoBJwCOceldR4csrVNL8yw1S51WCVy6z3E/msOANoOBjp09c1c0QaLN4g1kWVsYNTjmCXfnH53GBtZeT8hHTp9KoeDreJ/EXiZ9OC/2YbqMQmP7hlCfvcfjivQnaVNxV1ZLtrt/nfc9Ss1Kk4pNcqjvbXZf8Hd6Gz9m9q5n4iQbPAWotjp5X/o1K7v7NXKfE2HZ8OdTb08r/0clc+G/jw9V+Zy4P8A3mn/AIl+Z9RUUUV9qfoZy3jYeMLqG103wT9ktWu94utUumz9iQYwUj/jc5OOw289a4/9ny0fT/DviiyluJLp7bxJdRNPKctKVVBuPucZr1mvL/gf/wAefjT/ALGu+/8AZKqnpzen6xCWy9f0Z6hRRRUgebfs+f8AJCfD3/bz/wClMtek15t+z5/yQnw9/wBvP/pTLXpNABRRRQAUUUUAFFFFAHm3jb/ku3ww/wC4t/6TLXpNebfEnTPE/wDwnfgzxJ4U8Pf29/Yv277Rb/bYrb/XRJGvzOf948A/d7Zo/wCE2+J3/RI//Lltv/iaAPSa4rxD8K9F13XJNZtb/V9A1OdQtxd6Lem2e4A6B+CD9cZrL/4Tb4nf9Ej/APLltv8A4mj/AITb4nf9Ej/8uW2/+JoA63wp4P0fwZpb2Oh27IsshlnmlcySzyHq7ueSa3K82/4Tb4nf9Ej/APLltv8A4mj/AITb4nf9Ej/8uW2/+Jp3uAftB/8AJCfEP/bt/wClMVY/2f2qn8Qbj4neO/AmoeG/+FYfYPtvlf6R/wAJBbS7Nkqyfd+XOdmOo61Hu+Jv/RMP/K/bV5GZYerX5fZq9r/oeHm2FrYnk9kr2v28u5ofZ/asHWvAHh/xDfC81jTzczhBGH8+RcKMkDCsB3NXt3xN/wCiYf8AlftqN3xN/wCiYf8Alftq8uOBxcHeKs/Vf5njwy7H03zQjZ+TX+ZnaR8O/Dehail/pWm+RcoCFfz5GwCMHhmIrofs/tWfu+Jv/RMP/K/bUbvib/0TD/yv21OeCxk3eav6tf5hPLsfUfNOLb82v8zQ+z+1bH7Pn/JCfD3/AG8/+lMtcvu+Jv8A0TD/AMr9tUnw+uPid4E8Caf4b/4Vh9v+xeb/AKR/wkFtFv3ytJ935sY346npXp5bh6tDm9orXt+p7GU4Wthuf2qte3bz7HttZfiPw3pPizRJdJ1+0W7s5cEoSQVYdGVhyCPUVxX/AAm3xO/6JH/5ctt/8TR/wm3xO/6JH/5ctt/8TXqtXPc2LWm/B3QrTUra81TVNd8QCzkElpb6zqLXENuw6FUwBx2zmu/rzb/hNvid/wBEj/8ALltv/iaP+E2+J3/RI/8Ay5bb/wCJqrgek15t4J/5Lt8T/wDuE/8ApM1V/wDhY/xA/tL+zf8AhVyf2h5P2j7L/wAJFDu8rO3fu2bcbuMbs+2Oaw9EuPido3jvxR4k/wCFYed/b/2T/R/+Egtl8jyIjH97nduznoMe9SpJ7FzpyhbmW+vyPbaK82/4Tb4nf9Ej/wDLltv/AImj/hNvid/0SP8A8uW2/wDiaZB1njPwjYeOfC1xoOrS3MNrcMjO9syq4KMGGCykdQO1bcaCKJI1zhVCjPtXnH/CbfE7/okf/ly23/xNH/CbfE7/AKJH/wCXLbf/ABNHSwHpNePfGJd/xP8Ah2vr/af/AKJjrY/4Tb4nf9Ej/wDLltv/AImuR8WxfE7xT4q8Oayfhp9l/sP7V+5/t62fz/ORU+9xtxtz0Oc9qxrxc6UordpmGIhKdGcI7tP8jW+z+1H2f2rP3fE3/omH/lftqN3xN/6Jh/5X7avmf7OxP8v4r/M+O/srGfyfiv8AMra14I0HxDMk2sabHcSoMCTcyNj0JUgkexrSstItdNs47Swt47e3jGEjjXAFVt3xN/6Jh/5X7ajd8Tf+iYf+V+2q3gcY48rWnqv8zR5dj5RUWnZdLr/M0Ps/tXH/ABXh2fDDVm9PJ/8ARyV0G74m/wDRMP8Ayv21Yni/QPib4q8K3mjD4dfZPtOz99/bds+3a6v93Iz93HXvVUMBiIVYycdE11X+ZeHy3FQrQnKOia6rv6n0ZRXm3/CbfE7/AKJH/wCXLbf/ABNH/CbfE7/okf8A5ctt/wDE19OfYnpNYPhXwhYeEI9TTTZrmUanqEuoTfaGVtskmNwXCjC8cA5PvXKf8Jt8Tv8Aokf/AJctt/8AE0f8Jt8Tv+iR/wDly23/AMTQnYD0mivNv+E2+J3/AESP/wAuW2/+Jo/4Tb4nf9Ej/wDLltv/AImgA/Z8/wCSE+Hv+3n/ANKZa9Jrifg74e1Twr8J9G0bXrb7LqFt5/mw+Yr7d08jj5lJB+VgeD3rtqACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKjuLmG0hM11KkMSkAu7YUZOBkn3NGw0m3ZHLf81o/wC5f/8Abiutrkcj/hc2cjH/AAj+c/8AbxXVW9zDdwia1lSaJiQHRsqcHBwR7iueg/i9Wehjk7U3/cj+pJRRRXQecFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFeN+Hx8RfG+q+KZ9P+If9jWmmeILvTYLX+xLe4wkbAqd5wejAc5PGc80AeyUV5t/whPxO/wCiuf8AltW3/wAVR/whPxO/6K5/5bVt/wDFUAek0V5t/wAIT8Tv+iuf+W1bf/FUf8IT8Tv+iuf+W1bf/FUAek0V5t/whPxO/wCiuf8AltW3/wAVXN/Z/id/wtP/AIQ3/hZ//MF/tX7Z/wAI/bf89/K8vZ+u7PtjvQB7bRXm3/CE/E7/AKK5/wCW1bf/ABVH/CE/E7/orn/ltW3/AMVQB6TRXm3/AAhPxO/6K5/5bVt/8VR/whPxO/6K5/5bVt/8VQB6TRXm3/CE/E7/AKK5/wCW1bf/ABVch8R5vif8P9G02/8A+Fl/2h9u1KKw8v8AsG2i2b1c78/NnGzpx160m0ldik1FXZ7xRXzB/wAJt8UP+h7/APKPbf8AxNH/AAm3xQ/6Hv8A8o9t/wDE1wf2lhf5vwf+R5n9rYL+f8H/AJH0/UN5aQ39jPaXSB4Z4zHIp7gjBr5m/wCE2+KH/Q9/+Ue2/wDiaP8AhNvih/0Pf/lHtv8A4mh5jhGrOX4P/IazjBxd1PX0f+Rqf8I3q/8AwnX/AAi/2m43bvs2/ecfZ8784/u4+bHTPvX0LZ2kNhYwWlqgSGCMRxqOwAwK+W/+Ei+IX9rf2p/wmKfbvK8j7R/ZFvu2Zzt6Y698ZqS++IHxQstOubr/AITjf5ETSbf7Ithu2gnGdvtXHg62EoN2ndt6aPbotj3c04rwuZeygpWstdHrJ7vb7j6mor5ZsfiB8UL3Tra6/wCE42efEsm3+yLY7dwBxnb71P8A8Jt8UP8Aoe//ACj23/xNdrzDCp2cvwf+R4Us1wcXZz/B/wCR9P0V8wf8Jt8UP+h7/wDKPbf/ABNH/CbfFD/oe/8Ayj23/wATS/tLC/zfg/8AIX9rYL+f8H/kfT9FfMH/AAm3xQ/6Hv8A8o9t/wDE0f8ACbfFD/oe/wDyj23/AMTR/aWF/m/B/wCQf2tgv5/wf+R9P0V4P8OJvif8QNG1K/8A+Fl/2f8AYdSlsPL/ALBtpd+xUO/Py4zv6c9Otdf/AMIT8Tv+iuf+W1bf/FV3ppq6PTi1JXR6TRXm3/CE/E7/AKK5/wCW1bf/ABVH/CE/E7/orn/ltW3/AMVTGek0V5t/whPxO/6K5/5bVt/8VR/whPxO/wCiuf8AltW3/wAVQB6TRXiX2f4nf8LT/wCEN/4Wf/zBf7V+2f8ACP23/PfyvL2fruz7Y710n/CE/E7/AKK5/wCW1bf/ABVAHpNFebf8IT8Tv+iuf+W1bf8AxVH/AAhPxO/6K5/5bVt/8VQB6TRXm3/CE/E7/orn/ltW3/xVH/CE/E7/AKK5/wCW1bf/ABVAHpNFeN+IB8RfBGq+Fp9Q+If9s2mp+ILTTZ7X+xLe3ykjEsd4yeikcYPOc8V7JQAUUUUAFFFFABRRRQAV5t8G/wDmff8Asc9R/wDadek15t8G/wDmff8Asc9R/wDadAHpNQ3d3b2FnNd3s0dvbwIZJZZG2qigZJJPQVNXlv7QOpR2fw9s7O7maCy1LVba1vJASNsGS79PZKTdioq7LX/C8vDIZbiTTtfj0Z2CrrkmmOLI5OB+864z3216NFLHPCksLrJHIoZHU5DA8gg+leTa148nTwxIurfDTUl8Cy23kyXf2iMSLbkbdxtlO9FxznIIHPFekeHItKh8MabH4dIOlLbRizKyM48raNuGYknjHU5qraP+vv7Edv6+40682/5um/7kz/29r0mvNv8Am6b/ALkz/wBvaQz0miikdtiM2CcDOAMk0PQDz3UPjDZWmuahplh4S8WaydOuDbT3OlaYJ4RIACVDB+oyOCBXVeF/Ef8Awk+km/8A7H1bR8SmP7Pq1r5ExwB823J+U56+xryrwG/xTi8O3M+ieGtJ05bjULm8nTXnnjubppJC3yooHl4GFG/rjPSvRvAXjWPxtos9w9nJp2oWNw9pf2Mjbmt5l6rnuPQ04rTXeyCW+m1zqK8j/aKGfCXhkeviW1/9Fy165Xkv7Qoz4Z8LD18T2n/oEtZVf4cvQyrfw5ejPPfs/tR9n9q1fs/tR9n9q+GPzexiXUlrYxeZe3ENvHnG+Vwg/M0+JI54lkhdZI2GVdDkEexpmr6Do6XMuta4v2iOGEJsnTzI4hnqqYPJJ96zfBEMFxd6xc6UVj0qWdfs1uCAUYLhzt/gBPQHHTpXQqUXTc03p93p6nV7CDouom9PLT0XmbH2f2rO8QwY8MaofSzl/wDQDXTfZ/aszxNBjwlq5x0sZv8A0WazpfxI+pjRX72PqjM8PQZ8MaWfWzi/9AFaP2f2p3hmDPhLSDjrYw/+ixWn9n9qKv8AEl6hW/iS9WZX2f2qL9x9q+zebH5+zzPK3DdtzjdjrjPGauaxewaNpkl3cKz4IWONBlpXPCqB6k1yPh/Tr22+JUjarL5l5daUZ5VH3YyZQAi+wAArSnR54yk3a34mtLD89OU27WWnmdP9n9qPs/tWr9n9qPs/tXOc1jq/2dRjwl4mHp4luv8A0XFXrleS/s9DHhnxSPTxPd/+gRV61X3NL+HH0P0ij/Cj6IpazrOn+H9HudU1m6S0srZN8sz9FH8ySeAByTXCx/G7w+Jon1DR/EWl6ZMyrFq99pbRWj7vunfnIB9SBXaeIPDmleKdMGn69a/a7QSpN5RkZAWU5XO0jIz2PFcp8Z9ZsNL+GOp2N0i3F1qsRsbGzUZeaZ+F2r32kg+2PpVNta/h/XU3Su7HeqyugdGDKwyCDkEUtYvg3TbrRvA+iabqDbrq0sIYZjnPzqgB578itqtJJKTSIi7pNnm3/N03/cmf+3tek15t/wA3Tf8Acmf+3tek1IwrA8Z+NNH8CeH31fXpWWEMEjiiAMkzn+FASMnv16Ct+vBPjn4Bht/BWu+K9Y1O71bUjcxLZCZtsVhC06/u40HGdvBY8n2pxV5xj3a/MpJHvSncoI6EZpabF/qU/wB0U6kRF3SZ5t8ZP+ZC/wCxz07/ANqV6TXm3xk/5kL/ALHPTv8A2pXpNAwooooAKKKKACiiigArzb4N/wDM+/8AY56j/wC069Jrzb4N/wDM+/8AY56j/wC06APSa84+Ofh66134eCfT7VryfSb2LUPsyjJmVMh1x3+Vifwr0eik79P6sNeZ5n4i+Lvgm8+HF7c2esWd7PfWbxQ6Ykga4kkdSojMQ+YcnByMV0fwz0a88PfDHQdL1NSl3b2aiVD1Rj8238M4/CtaLwzoMGrHVINE06PUGOTeJaRiY/8AAwM/rWnT01fe34X/AMybbeV/xt/kFebf83Tf9yZ/7e16TXm3/N03/cmf+3tAz0mmTNIkEjQoJJFUlELbQxxwM9vrT6KT2A8/8PfGTwxqWiyz+Ir608N6nau8d5pd9dBZYXUngBgpfIwflHfHWqnwdhnv28T+K3tpLW18Q6obiyjlXazQKNqyEdt3JruL/wAM6Dqt9He6nomnXt1F/q57i0jkdPoxBIrTAAAAGAOgFNWvfra35P8AQTV7Lzv+a/UK8o/aAG7w/wCEx6+KbP8A9Alr1evK/j0M6L4QHr4rsv8A0GWs6nwP0M638OXozC+ze1H2b2rW+z+1H2f2r4ix+c2OC1bxG3hzXpE16AxaPJErW97FC7hH/iSTGfqOBVTw6v8Abfja+13TreWHSms1txJJEY/tUgbO8A8kAcZIr0j7P7UfZ/at1Uio2UdbW/pd/mdPtYqDUY2bVn2+7vp3Mn7N7VkeK7fb4M1o46afP/6Laut+z+1Y3jGDHgbXTjpptx/6Kas6fxx9TOiv3kfVGX4Ut93gzRTjrp8H/ota1/s3tTPB0GfA2hHHXTbf/wBFLWz9n9qKnxv1Csv3kvVnDeJPCN/rWp2N7p+s/wBnPZBiim1WYFjxuwxAzjjpXMWmia9F8WI4LjxF586aas0k32FF8yETAGLaDgZPO7rXsH2f2o+z+1bU8ROEeWyas1suvyN6eKnCDg0mrW2X52uZP2b2o+ze1a32f2o+z+1c1jjsSfs/jb4f8WD08U3n/oEVer15X8BRjRfF49PFd7/6DFXqlfb0/gj6H6NR/hx9Ec7468Z2HgLwjda7qYLrFhIoVOGmkP3UHpnuewBNeb+DL7wxd60njX4h+NfDt14hkX/RLMapAYNKjP8AAg3ff9W//WfXNV0XStdtVttb0yz1KBX3rFeW6zKGwRkBgRnBPPvWT/wrjwR/0Jvh/wD8FcH/AMTVrRt/1/X9dzZ2asb1ne2uo2cV3p9zDdW0y7o5oJA6OPUMOCKmqGzsrXTrOK00+2htbaFdscMEYREHoFHAFTUxHm3/ADdN/wByZ/7e16TXm3/N03/cmf8At7XpNABXmX7Q3/JFdV/67W3/AKPSvTaq6jplhq9k9nq1lb31q5BaC5iWRGIORlWBBwQDTi7ST7NP7mNOxYi/1Kf7op1AGBgdKKRKVlY82+Mn/Mhf9jnp3/tSvSa82+Mn/Mhf9jnp3/tSvSaBhRRRQAUUUUAFFFFABXlsHwv8Y6RqutT+GPiP/ZNpq2pz6k9r/YUM+x5WyRvdyTgBR2HGcDNepUUAebf8IT8Tv+iuf+W1bf8AxVH/AAhPxO/6K5/5bVt/8VXpNFAHm3/CE/E7/orn/ltW3/xVH/CE/E7/AKK5/wCW1bf/ABVek0UAebf8IT8Tv+iuf+W1bf8AxVZv/CqPHf8AwlX/AAkn/C0/+Jt9i+wfaP8AhHoP9Rv8zZt37fvc5xn3xXrdFAHm3/CE/E7/AKK5/wCW1bf/ABVH/CE/E7/orn/ltW3/AMVXpNFAHm3/AAhPxO/6K5/5bVt/8VR/whPxO/6K5/5bVt/8VXpNFAHm3/CE/E7/AKK5/wCW1bf/ABVZevfCTxx4mhs4tc+KP2pLG7S9tx/wj0CbJkztb5XGcbjwcj2r12ijfRiaTVmeR/8ACpvHP/RUv/Leg/8Ai6P+FTeOf+ipf+W9B/8AF165RWH1ah/IvuRz/VMP/wA+4/cjyP8A4VN45/6Kl/5b0H/xdH/CpvHP/RUv/Leg/wDi69coo+rUP5F9yD6ph/8An3H7keH6L4E8aa9/aHk/EZ7X+z76SxffolvJ5rJjLjldoOfu84x1NXb34NeMtRsLiyvPid5lvcxNFKn/AAj8I3IwwRkPkcHtXbeAf+Zm/wCxguv/AGWutrHD0KTpqTir+iO7HYHC0sTKMKcUlbouyPHLL4NeMtOsLeys/id5dvbRLFEn/CPwnaijAGS+TwO9T/8ACpvHP/RUv/Leg/8Ai69corb6vRergvuRwvC4du7pr7keR/8ACpvHP/RUv/Leg/8Ai6P+FTeOf+ipf+W9B/8AF165RR9WofyL7kH1TD/8+4/cjyP/AIVN45/6Kl/5b0H/AMXR/wAKm8c/9FS/8t6D/wCLr1yij6tQ/kX3IPqmH/59x+5HkWg/CTxx4ZhvItD+KP2VL67e9uB/wj0D75nxub5nOM7RwMD2rU/4Qn4nf9Fc/wDLatv/AIqvSaK3WmiOhJJWR5t/whPxO/6K5/5bVt/8VR/whPxO/wCiuf8AltW3/wAVXpNFAzzb/hCfid/0Vz/y2rb/AOKo/wCEJ+J3/RXP/Latv/iq9JooA8k/4VR47/4Sr/hJP+Fp/wDE2+xfYPtH/CPQf6jf5mzbv2/e5zjPvitL/hCfid/0Vz/y2rb/AOKr0migDzb/AIQn4nf9Fc/8tq2/+Ko/4Qn4nf8ARXP/AC2rb/4qvSaKAPNv+EJ+J3/RXP8Ay2rb/wCKo/4Qn4nf9Fc/8tq2/wDiq9JooA8tn+F/jHV9V0WfxP8AEf8Ata00nU4NSS1/sKGDe8TZA3o4IyCw7jnODivUqKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKytb8RWXh1beXVTJFbTv5f2gLuWNsZAbHIzzzjtzitWs3xBo0PiDQLvTLjAWeMhWx9xuqt+Bwaipz8j5NzfD+y9rH23w9bb27/I4nwn4u0jTW1qI3Aubm+1+4Nrb2/wA7zBioVh2Cn1JAr0ivH/hP4Qmh1+91PU4SjafI1tGrD/lr0Y/gOP8AgXtXsFcmBlUlSvNW7Hr59Tw9PFuFF30V3522Xy/EKKKK7jwQooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigArwnwN8LfB3jfVfHGpeJ9H+3XcXi2/gST7VNHhAysBhHA6s3OM817tXm3wb/5n3/sc9R/9p0AH/DPnwx/6Fn/AMn7n/45R/wz58Mf+hZ/8n7n/wCOV6TWR4q8S2HhDwxe67qxYW1nHvZUGWc5wqj3JIA+tJuyuxpNuyON/wCGfPhj/wBCz/5P3P8A8co/4Z8+GP8A0LP/AJP3P/xyqN340+KGnaG/iq+8L6IuhxxfaJdMW6l+3xxdSxYjy8heSMZr0rRtWtde0Oy1bTmL2t7Ak8RIwdrDIyOx5qrMm5wf/DPnwx/6Fn/yfuf/AI5XE/8ACnfAn/C/f+Eb/sL/AIlP/CM/b/s/2yf/AF/2ry9+7fu+7xjOPbNe/wBebf8AN03/AHJn/t7SGH/DPnwx/wChZ/8AJ+5/+OUf8M+fDH/oWf8Ayfuf/jlek0UAebf8M+fDH/oWf/J+5/8AjlH/AAz58Mf+hZ/8n7n/AOOVWg8TfE3xNq2syeDYfCcekWGoy2ML6oLkSyGPAZv3ZII3ZHbpXc+F/wDhJv7JP/Ca/wBk/wBo+acf2T5vk+XgY/1nO7OfbpQtVcHo7HH/APDPnwx/6Fn/AMn7n/45XE/Ev4O+BPD/APwiX9kaF9n/ALR8TWVhdf6ZO/mQSb96fM5xnA5GD6Gvf682+Mn/ADIX/Y56d/7UoAP+GfPhj/0LP/k/c/8Axyj/AIZ8+GP/AELP/k/c/wDxyvSaKAPNv+GfPhj/ANCz/wCT9z/8co/4Z8+GP/Qs/wDk/c//AByvSHdY42eRgqqMsxOAB61z3g3xvpHjuwvb3QDM9tZ3j2ZllUKJWUKdyYJypDDBOD7ULXYPM5k/s/fDJsbvDROBgZ1C54/8iVh+Nfgb8OtI8A+INS0/w95N3Z6ZczwSfbbhtjpEzKcGQg4IHBGK9krm/iP/AMks8V/9gW8/9EPQB5/4K+Bvw61fwD4f1LUPD3nXd5pltPPJ9tuF3u8SsxwJABkk8AYrb/4Z8+GP/Qs/+T9z/wDHK6X4cf8AJLPCn/YFs/8A0QldJQB5t/wz58Mf+hZ/8n7n/wCOUf8ADPnwx/6Fn/yfuf8A45XYeKPFeleENKW/1mV1WSQQwxQxmSWeQ9ERByzGsnwx8SdK8S6t/ZMlhq2iaoYzLHY6zZG2llQdWTkhh9Dn2oWuwPRXZi/8M+fDH/oWf/J+5/8AjlH/AAz58Mf+hZ/8n7n/AOOV6TRQB4B8NPg74E8Qf8Jb/a+hfaP7O8TXtha/6ZOnlwR7NifK4zjJ5OT6mu2/4Z8+GP8A0LP/AJP3P/xyj4N/8z7/ANjnqP8A7Tr0mgDzb/hnz4Y/9Cz/AOT9z/8AHKP+GfPhj/0LP/k/c/8Axyuo8ceLrfwR4Vn1i4t5Lt1ZYoLaM4aeVzhUB7ZPf0B61xmpeLfij4Z0yTxF4i8P+H59GgUS3Nlp9xKby3j/AImLMNjFRycf/XpXQ7Fv/hnz4Y/9Cz/5P3P/AMco/wCGfPhj/wBCz/5P3P8A8crv9M1G21jSbXUrCTzLW7hWaF8Y3KwyD+Rq1VNNOzJTuro8A/4U74E/4X7/AMI3/YX/ABKf+EZ+3/Z/tk/+v+1eXv3b933eMZx7Zrtv+GfPhj/0LP8A5P3P/wAco/5um/7kz/29r0mkM82/4Z8+GP8A0LP/AJP3P/xyj/hnz4Y/9Cz/AOT9z/8AHK9JrzP4r/GKw8Aae9pphg1DX2xttTllgUkDfLtIKjkYGQSSO1C1aS6jSuP/AOGfPhj/ANCz/wCT9z/8co/4Z8+GP/Qs/wDk/c//AByvSEO6NSepGaWglO6ueE+Ofhb4O8Ear4H1Lwxo/wBhu5fFthA8n2qaTKFmYjDuR1VecZ4r3avNvjJ/zIX/AGOenf8AtSvSaBhRRRQAUUUUAFFFFABXm3wb/wCZ9/7HPUf/AGnXpNebfBv/AJn3/sc9R/8AadAHpNeS/tD30lj4L0UrCbmNtdtvNtwceeq7m2fiVFetVyHxO8IT+NfBM2n6fKsOpW8qXdjI/RZozlc+meRn3pPo/NfmNdV3T/FHOa1D8V9J0mbxOniDS52toTcTeHF04CLYBlkWfdvZgO/AJrvPC3iC38VeFdO1yzRo4b6BZgjdUJ6qfocj8K871Lx74w1rw5P4etPh9rdr4iuoDbyXE8aLYQsw2tIJ92GAzkDHtXf+DPDq+EvBelaEsvnfYbZYmk/vt1Yj2JJql17aW/G/6E63Xzv+Fv1NuvNv+bpv+5M/9va9Jrzb/m6b/uTP/b2kM9JpH3bG2Y3Y4z0zS0yZHkgkSKQxOykLIACUOODg8HFJ7DW55J4a+D/iWDQ/K17x7q1jdrPLNFDoNwIrdGdy5L7kDSksxJ3Y9K6P4XeJtX1e11nRvE8iT6v4fvmsp7qNNguVxlJMDgEjsKxtN8eeM/DNmdH8Y+Dtc17V4ndYdS0i2je2u1ydrMVKiLjAII7Z9q3Phh4Y1XRNP1XVfEyxx61r1619dQRNuW3BGEiz32jv7/jVLrba346W/C9/xJlf53/DX9bHcV5t8ZP+ZC/7HPTv/alek15t8ZP+ZC/7HPTv/alIZ6TRRRQB574vupvG3iI+A9IlKWUarL4gu42IMcJ5W3Uj+OTv6Ln1qn8EbWCxsvGNpZxLDbweKLuOKNBhUULGAAPQCtPWvgr4A8Q61c6trGgfaL26ffNL9snTc2MZwrgDp2FY/wAJPhXaeCtV17UrjR/sV4+oXEOnyfajJmxJQoMByOqn7w3etOnonft+q/r0u/Vy1Wndfk/6+5Hqdc38R/8Aklniv/sC3n/oh66Sub+I/wDySzxX/wBgW8/9EPSEHw4/5JZ4U/7Atn/6ISukrm/hx/ySzwp/2BbP/wBEJXSUAVrnTrK8uLa4u7O3nmtXL28ksSs0LEYLISMqccZFeWXeoalefGLw3e+OtGfw/a2rzwaM8UyXCXU8q7cSSKfkJUfKm3kn73Fdj460nxJeRabqXg2+EWoaZcGU2U0zJBfRkYaOTHGe6kg4Pp1rm20vxr4/17RZPFmg2vhjSNGvUvzAt+t3PdTJny8FAFVATk55oh8afn/T+4b0i/T+l/men0UUUCPNvg3/AMz7/wBjnqP/ALTr0mvNvg3/AMz7/wBjnqP/ALTr0mgArzP4seJpLy1b4f8AhdPtviLXIjC8a8rZ27cPLIf4RtJx9fpnd+J/iHXPDfge4ufCmk3eqatMwgt47W2acxFs5kKqDwAD14zivO/Aniiy8FadIR8PfiFf6venzNR1OfQ8y3UnU5JfIUHoO31yaWkm09vz8v8AP+rVrGzW/wDX9f1r7F4e0ePw/wCGtN0eBzJHYWsdurt1YIoXP44rRqlo+pf2xo9rqH2O7sftEYf7NexeXNFns65OD7Vdq5NttsiNklY82/5um/7kz/29r0mvNv8Am6b/ALkz/wBva9JqRhXjvxw8NaNofwf8R3WlafDb3OoXsE91Oq5kmdrhSSzHnGScDoOwr2KvO/jrpl/q/wAItSs9Jsri+unltysFtE0jsBMhOFUEnABNVDScX5r80Uu39bHoUX+pT/dFOpsYxEoPXaKdSe5nH4UebfGT/mQv+xz07/2pXpNebfGT/mQv+xz07/2pXpNIoKKKKACiiigAooooAK82+Df/ADPv/Y56j/7Tr0mvP9S+Bvw61fVbvUtQ8Pedd3kzzzyfbbhd7uxZjgSADJJ4AxQB6BRXm3/DPnwx/wChZ/8AJ+5/+OUf8M+fDH/oWf8Ayfuf/jlAHpNFebf8M+fDH/oWf/J+5/8AjlH/AAz58Mf+hZ/8n7n/AOOUAek15t/zdN/3Jn/t7R/wz58Mf+hZ/wDJ+5/+OUf8M+fDH/oWf/J+5/8AjlAHpNFebf8ADPnwx/6Fn/yfuf8A45R/wz58Mf8AoWf/ACfuf/jlAHpNFebf8M+fDH/oWf8Ayfuf/jlH/DPnwx/6Fn/yfuf/AI5QB6TXm3xk/wCZC/7HPTv/AGpR/wAM+fDH/oWf/J+5/wDjlH/DPnwx/wChZ/8AJ+5/+OUAek0V5t/wz58Mf+hZ/wDJ+5/+OUf8M+fDH/oWf/J+5/8AjlAHpNFebf8ADPnwx/6Fn/yfuf8A45R/wz58Mf8AoWf/ACfuf/jlAHpNc38R/wDklniv/sC3n/oh65r/AIZ8+GP/AELP/k/c/wDxyj/hnz4Y/wDQs/8Ak/c//HKAOl+HH/JLPCn/AGBbP/0QldJXm3/DPnwx/wChZ/8AJ+5/+OUf8M+fDH/oWf8Ayfuf/jlAHpNFebf8M+fDH/oWf/J+5/8AjlH/AAz58Mf+hZ/8n7n/AOOUAek0V5t/wz58Mf8AoWf/ACfuf/jlH/DPnwx/6Fn/AMn7n/45QAfBv/mff+xz1H/2nXpNebf8M+fDH/oWf/J+5/8AjlH/AAz58Mf+hZ/8n7n/AOOUAek0V5t/wz58Mf8AoWf/ACfuf/jlH/DPnwx/6Fn/AMn7n/45QB6TRXm3/DPnwx/6Fn/yfuf/AI5R/wAM+fDH/oWf/J+5/wDjlAB/zdN/3Jn/ALe16TXm3/DPnwx/6Fn/AMn7n/45R/wz58Mf+hZ/8n7n/wCOUAek0V5t/wAM+fDH/oWf/J+5/wDjlH/DPnwx/wChZ/8AJ+5/+OUAek0V5t/wz58Mf+hZ/wDJ+5/+OUf8M+fDH/oWf/J+5/8AjlAB8ZP+ZC/7HPTv/alek15/pvwN+HWkaraalp/h7ybuzmSeCT7bcNsdGDKcGQg4IHBGK9AoAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKAP/2Q==)

Another example to reverse a string:
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Below is the implementation of the above approach :

C++Java

// Iterative C++ program to reverse an array

#include <bits/stdc++.h>

using namespace std;

/\* Function to reverse arr[] from start to end\*/

void rvereseArray(int arr[], int start, int end)

{

while (start < end)

{

int temp = arr[start];

arr[start] = arr[end];

arr[end] = temp;

start++;

end--;

}

}

/\* Utility function to print an array \*/

void printArray(int arr[], int size)

{

for (int i = 0; i < size; i++)

cout << arr[i] << " ";

cout << endl;

}

/\* Driver function to test above functions \*/

int main()

{

int arr[] = {1, 2, 3, 4, 5, 6};

int n = sizeof(arr) / sizeof(arr[0]);

// To print original array

printArray(arr, n);

// Function calling

rvereseArray(arr, 0, n-1);

cout << "Reversed array is" << endl;

// To print the Reversed array

printArray(arr, n);

return 0;

}

**Output :**

1 2 3 4 5 6

Reversed array is

6 5 4 3 2 1

**Time Complexity :** O(n)

Remove duplicates from a sorted array

Given a sorted array, the task is to remove the duplicate elements from the array.

**Examples:**

Input : arr[] = {2, 2, 2, 2, 2}

Output : arr[] = {2}

new size = 1

Input : arr[] = {1, 2, 2, 3, 4, 4, 4, 5, 5}

Output : arr[] = {1, 2, 3, 4, 5}

new size = 5

**Method 1:** (Using extra space)

C++Java

#include <iostream>

#include <cmath>

using namespace std;

int remDups(int arr[], int n)

{

int temp[n];

temp[0] = arr[0];

int res = 1;

for(int i = 1; i < n; i++)

{

if(temp[res - 1] != arr[i])

{

temp[res] = arr[i];

res++;

}

}

for(int i = 0; i < res; i++)

{

arr[i] = temp[i];

}

return res;

}

int main() {

int arr[] = {10, 20, 20, 30, 30, 30}, n = 6;

cout<<"Before Removal"<<endl;

for(int i = 0; i < n; i++)

{

cout<<arr[i]<<" ";

}

cout<<endl;

n = remDups(arr, n);

cout<<"After Removal"<<endl;

for(int i = 0; i < n; i++)

{

cout<<arr[i]<<" ";

}

}

**Output**

**Before Removal**

**10 20 20 30 30 30**

**After Removal**

**10 20 30**

**Time Complexity : O(n)**  
**Auxiliary Space : O(n)**

**Method 2:** (Constant extra space)

C++Java

#include <iostream>

#include <cmath>

using namespace std;

int remDups(int arr[], int n)

{

int res = 1;

for(int i = 1; i < n; i++)

{

if(arr[res - 1] != arr[i])

{

arr[res] = arr[i];

res++;

}

}

return res;

}

int main() {

int arr[] = {10, 20, 20, 30, 30, 30}, n = 6;

cout<<"Before Removal"<<endl;

for(int i = 0; i < n; i++)

{

cout<<arr[i]<<" ";

}

cout<<endl;

n = remDups(arr, n);

cout<<"After Removal"<<endl;

for(int i = 0; i < n; i++)

{

cout<<arr[i]<<" ";

}

}

**Output**

**Before Removal**

**10 20 20 30 30 30**

**After Removal**

**10 20 30**

**Time Complexity : O(n)**  
**Auxiliary Space : O(1)**

Move Zeros to End

Given an array of **n** numbers. The problem is to move all the 0’s to the end of the array while maintaining the order of the other elements. Only single traversal of the array is required.  
Examples: 

Input : arr[] = {1, 2, 0, 0, 0, 3, 6}

Output : 1 2 3 6 0 0 0

Input: arr[] = {0, 1, 9, 8, 4, 0, 0, 2, 7, 0, 6, 0, 9}

Output: 1 9 8 4 2 7 6 9 0 0 0 0 0

**Algorithm:** 

moveZerosToEnd(arr, n)

Initialize count = 0

for i = 0 to n-1

if (arr[i] != 0) then

arr[count++]=arr[i]

for i = count to n-1

arr[i] = 0

C++Java

// C++ implementation to move all zeroes at the end of array

#include <iostream>

using namespace std;

// function to move all zeroes at the end of array

void moveZerosToEnd(int arr[], int n)

{

// Count of non-zero elements

int count = 0;

// Traverse the array. If arr[i] is non-zero, then

// update the value of arr at index count to arr[i]

for (int i = 0; i < n; i++)

if (arr[i] != 0)

arr[count++] = arr[i];

// Update all elements at index >=count with value 0

for (int i = count; i < n; i++)

arr[i] = 0;

}

// function to print the array elements

void printArray(int arr[], int n)

{

for (int i = 0; i < n; i++)

cout << arr[i] << " ";

}

// Driver program to test above

int main()

{

int arr[] = { 0, 1, 9, 8, 4, 0, 0, 2, 7, 0, 6, 0, 9 };

int n = sizeof(arr) / sizeof(arr[0]);

cout << "Original array: ";

printArray(arr, n);

moveZerosToEnd(arr, n);

cout << "\nModified array: ";

printArray(arr, n);

return 0;

}

**Output**

Original array: 0 1 9 8 4 0 0 2 7 0 6 0 9

Modified array: 1 9 8 4 2 7 6 9 0 0 0 0 0

Time Complexity: O(n).   
Auxiliary Space: O(1).

Left Rotate an Array by D places

Given an array of integers **arr[]** of size **N** and an integer, the task is to rotate the array elements to the **left** by **d** positions.

**Examples:**

***Input:***  
*arr[] = {1, 2, 3, 4, 5, 6, 7}, d = 2*  
***Output:****3 4 5 6 7 1 2*

***Input:****arr[] = {3, 4, 5, 6, 7, 1, 2}, d=2*  
***Output:****5 6 7 1 2 3 4*

***Naive:***

C++Java

#include <iostream>

#include <cmath>

using namespace std;

void lRotateOne(int arr[], int n)

{

int temp = arr[0];

for(int i = 1; i < n; i++)

{

arr[i - 1] = arr[i];

}

arr[n - 1] = temp;

}

void leftRotate(int arr[], int d, int n)

{

for(int i = 0; i < d; i++)

{

lRotateOne(arr, n);

}

}

int main() {

int arr[] = {1, 2, 3, 4, 5}, n = 5, d = 2;

cout<<"Before Rotation"<<endl;

for(int i = 0; i < n; i++)

{

cout<<arr[i]<<" ";

}

cout<<endl;

leftRotate(arr, d, n);

cout<<"After Rotation"<<endl;

for(int i = 0; i < n; i++)

{

cout<<arr[i]<<" ";

}

}

**Output:**

Before Rotation

1 2 3 4 5

After Rotation

3 4 5 1 2

**ReversaL Method:**

C++Java

#include <iostream>

#include <cmath>

using namespace std;

void reverse(int arr[], int low, int high)

{

while(low < high)

{

swap(arr[high], arr[low]);

low++;

high--;

}

}

void leftRotate(int arr[], int d, int n)

{

reverse(arr, 0, d - 1);

reverse(arr, d, n - 1);

reverse(arr, 0, n - 1);

}

int main() {

int arr[] = {1, 2, 3, 4, 5}, n = 5, d = 2;

cout<<"Before Rotation"<<endl;

for(int i = 0; i < n; i++)

{

cout<<arr[i]<<" ";

}

cout<<endl;

leftRotate(arr, d, n);

cout<<"After Rotation"<<endl;

for(int i = 0; i < n; i++)

{

cout<<arr[i]<<" ";

}

}

**Output:**

Before Rotation

1 2 3 4 5

After Rotation

3 4 5 1 2

**Efficient Approach:**

C++Java

#include <iostream>

#include <cmath>

using namespace std;

void leftRotate(int arr[], int d, int n)

{

int temp[d];

for(int i = 0; i < d; i++)

{

temp[i] = arr[i];

}

for(int i = d; i < n; i++)

{

arr[i - d] = arr[i];

}

for(int i = 0; i < d; i++)

{

arr[n - d + i] = temp[i];

}

}

int main() {

int arr[] = {1, 2, 3, 4, 5}, n = 5, d = 2;

cout<<"Before Rotation"<<endl;

for(int i = 0; i < n; i++)

{

cout<<arr[i]<<" ";

}

cout<<endl;

leftRotate(arr, d, n);

cout<<"After Rotation"<<endl;

for(int i = 0; i < n; i++)

{

cout<<arr[i]<<" ";

}

}

**Output:**

Before Rotation

1 2 3 4 5

After Rotation

3 4 5 1 2

Leaders in an Array problem

Write a program to print all the LEADERS in the array. An element is a leader if it is greater than all the elements to its right side. And the rightmost element is always a leader.

**For example:**

***Input:****arr[] = {16, 17, 4, 3, 5, 2},*  
***Output:****17, 5, 2*

***Input:****arr[] = {1, 2, 3, 4, 5, 2},*  
***Output:****5, 2*

**Naive Approach**: The problem can be solved based on the idea mentioned below:

*Use two loops. The outer loop runs from 0 to size – 1 and one by one pick all elements from left to right. The inner loop compares the picked element to all the elements on its right side. If the picked element is greater than all the elements to its right side, then the picked element is the leader.*

Follow the below steps to implement the idea:

* We run a loop from the first index to the 2nd last index.
  + And for each index, we run another loop from the next index to the last index.
  + If all the values to the right of that index are smaller than the index, we simply add the value in our answer data structure.

Below is the implementation of the above approach.

C++Java

#include<iostream>

using namespace std;

/\*C++ Function to print leaders in an array \*/

void printLeaders(int arr[], int size)

{

for (int i = 0; i < size; i++)

{

int j;

for (j = i+1; j < size; j++)

{

if (arr[i] <=arr[j])

break;

}

if (j == size) // the loop didn't break

cout << arr[i] << " ";

}

}

/\* Driver program to test above function \*/

int main()

{

int arr[] = {16, 17, 4, 3, 5, 2};

int n = sizeof(arr)/sizeof(arr[0]);

printLeaders(arr, n);

return 0;

}

**Output**

17 5 2

**Time Complexity:** O(N \* N)  
**Auxiliary Space:**O(1)

### **Find Leader by finding suffix maximum:**

*The idea is to scan all the elements from right to left in an array and keep track of the maximum till now. When the maximum changes its value, print it.*

Follow the below illustration for a better understanding

**Illustration:**

*Let the array be arr[] = {16, 17, 4, 3, 5, 2}*

* *arr[] = {16, 17, 4, 3, 5,****2****} , max\_from\_right = 2 , ans[] = { 2 }*
* *arr[] = {16, 17, 4, 3,****5****, 2} , max\_from\_right = 5 , ans[] = { 2, 5 }*
* *arr[] = {16, 17, 4,****3****, 5, 2} , max\_from\_right = 5 , ans[] = { 2, 5 }*
* *arr[] = {16, 17,****4****, 3,****5****, 2} , max\_from\_right = 5 , ans[] = { 2, 5 }*
* *arr[] = {16,****17****, 4, 3, 5, 2} , max\_from\_right = 17 , ans[] = { 2, 5, 17 }*
* *arr[] = {****16****, 17, 4, 3, 5, 2} , max\_from\_right = 17 , ans[] = { 2, 5, 17 }*

Follow the steps mentioned below to implement the idea:

* We start from the last index position. The last position is always a leader, as there are no elements towards its right.
* And then we iterate on the array till we reach index position = 0.
  + Each time we keep a check on the maximum value
  + Every time we encounter a maximum value than the previous maximum value encountered, we either print or store the value as it is the leader

Below is the implementation of the above approach.

C++Java

#include <iostream>

using namespace std;

/\* C++ Function to print leaders in an array \*/

void printLeaders(int arr[], int size)

{

int max\_from\_right = arr[size-1];

/\* Rightmost element is always leader \*/

cout << max\_from\_right << " ";

for (int i = size-2; i >= 0; i--)

{

if (max\_from\_right < arr[i])

{

max\_from\_right = arr[i];

cout << max\_from\_right << " ";

}

}

}

/\* Driver program to test above function\*/

int main()

{

int arr[] = {16, 17, 4, 3, 5, 2};

int n = sizeof(arr)/sizeof(arr[0]);

printLeaders(arr, n);

return 0;

}

**Output**

2 5 17

**Time Complexity:** O(n)  
**Auxiliary Space:**O(1)

Maximum Difference Problem with Order

Given an array arr[] of integers, find out the maximum difference between any two elements such that larger element appears after the smaller number.

**Examples :**

Input : arr = {2, 3, 10, 6, 4, 8, 1}

Output : 8

Explanation : The maximum difference is between 10 and 2.

Input : arr = {7, 9, 5, 6, 3, 2}

Output : 2

Explanation : The maximum difference is between 9 and 7.

**Method 1 (Simple)**   
Use two loops. In the outer loop, pick elements one by one and in the inner loop calculate the difference of the picked element with every other element in the array and compare the difference with the maximum difference calculated so far. Below is the implementation of the above approach :

C++Java

// C++ program to find Maximum difference

// between two elements such that larger

// element appears after the smaller number

#include <bits/stdc++.h>

using namespace std;

/\* The function assumes that there are

at least two elements in array. The

function returns a negative value if the

array is sorted in decreasing order and

returns 0 if elements are equal \*/

int maxDiff(int arr[], int arr\_size)

{

int max\_diff = arr[1] - arr[0];

for (int i = 0; i < arr\_size; i++)

{

for (int j = i+1; j < arr\_size; j++)

{

if (arr[j] - arr[i] > max\_diff)

max\_diff = arr[j] - arr[i];

}

}

return max\_diff;

}

/\* Driver program to test above function \*/

int main()

{

int arr[] = {1, 2, 90, 10, 110};

int n = sizeof(arr) / sizeof(arr[0]);

// Function calling

cout << "Maximum difference is " << maxDiff(arr, n);

return 0;

}

**Output :**

Maximum difference is 109

**Time Complexity :** O(n^2)   
**Auxiliary Space :** O(1)

**Method 2 (Tricky and Efficient)**   
In this method, instead of taking difference of the picked element with every other element, we take the difference with the minimum element found so far. So we need to keep track of 2 things:   
1) Maximum difference found so far (max\_diff).   
2) Minimum number visited so far (min\_element).

C++Java

// C++ program to find Maximum difference

// between two elements such that larger

// element appears after the smaller number

#include <bits/stdc++.h>

using namespace std;

/\* The function assumes that there are

at least two elements in array. The

function returns a negative value if the

array is sorted in decreasing order and

returns 0 if elements are equal \*/

int maxDiff(int arr[], int arr\_size)

{

// Maximum difference found so far

int max\_diff = arr[1] - arr[0];

// Minimum number visited so far

int min\_element = arr[0];

for(int i = 1; i < arr\_size; i++)

{

if (arr[i] - min\_element > max\_diff)

max\_diff = arr[i] - min\_element;

if (arr[i] < min\_element)

min\_element = arr[i];

}

return max\_diff;

}

/\* Driver program to test above function \*/

int main()

{

int arr[] = {1, 2, 90, 10, 110};

int n = sizeof(arr) / sizeof(arr[0]);

// Function calling

cout << "Maximum difference is " << maxDiff(arr, n);

return 0;

}

**Output:**

Maximum difference is 109

**Time Complexity :** O(n)   
**Auxiliary Space :** O(1)

Frequencies in a Sorted Array

Given a sorted [array](https://www.geeksforgeeks.org/array-data-structure/), **arr[]** consisting of **N** integers, the task is to find[the](https://www.geeksforgeeks.org/counting-frequencies-of-array-elements/)frequencies of [each array element](https://www.geeksforgeeks.org/counting-frequencies-of-array-elements/).

**Examples:**

***Input:****arr[] = {1, 1, 1, 2, 3, 3, 5, 5, 8, 8, 8, 9, 9, 10}*  
***Output:****Frequency of 1 is: 3*  
*Frequency of 2 is: 1*  
*Frequency of 3 is: 2*  
*Frequency of 5 is: 2*  
*Frequency of 8 is: 3*  
*Frequency of 9 is: 2*  
*Frequency of 10 is: 1*

***Input:****arr[] = {2, 2, 6, 6, 7, 7, 7, 11}*  
***Output:****Frequency of 2 is: 2*  
*Frequency of 6 is: 2*  
*Frequency of 7 is: 3*  
*Frequency of 11 is: 1*

**Naive Approach:**The simplest approach is to[traverse the array](https://www.geeksforgeeks.org/c-program-to-traverse-an-array/)and keep the count of every element encountered in a [HashMap](https://www.geeksforgeeks.org/java-util-hashmap-in-java-with-examples/) and then, in the end, print the frequencies of every element by[traversing the HashMap.](https://www.geeksforgeeks.org/traverse-through-a-hashmap-in-java/) This approach is already implemented [here](https://www.geeksforgeeks.org/find-frequency-of-each-element-in-a-limited-range-array-in-less-than-on-time/).

***Time Complexity:****O(N)*  
***Auxiliary Space:****O(N)*

**Efficient Approach:**The above approach can be optimized in terms of space used based on the fact that, in a sorted array, the same elements occur consecutively, so the idea is to maintain a variable to keep track of the frequency of elements while traversing the array. Follow the steps below to solve the problem:

* Initialize a variable, say **freq** as **1** to store the frequency of elements.
* [Iterate in the range](https://www.geeksforgeeks.org/range-based-loop-c/)**[1, N-1]**using the variable **i**and perform the following steps:
  + If the value of **arr[i]** is equal to **arr[i-1]**, increment **freq** by **1**.
  + Else print value the frequency of **arr[i-1]** obtained in **freq** and then update **freq** to **1**.
* Finally, after the above step, print the frequency of the last distinct element of the array as **freq**.

Below is the implementation of the above approach:

C++Java

// C++ program for the above approach

#include <bits/stdc++.h>

using namespace std;

// Function to print the frequency

// of each element of the sorted array

void printFreq(vector<int>& arr, int N)

{

// Stores the frequency of an element

int freq = 1;

// Traverse the array arr[]

for (int i = 1; i < N; i++) {

// If the current element is equal

// to the previous element

if (arr[i] == arr[i - 1]) {

// Increment the freq by 1

freq++;

}

// Otherwise,

else {

cout << "Frequency of " << arr[i - 1]

<< " is: " << freq << endl;

// Update freq

freq = 1;

}

}

// Print the frequency of the last element

cout << "Frequency of " << arr[N - 1] << " is: " << freq

<< endl;

}

// Driver Code

int main()

{

// Given Input

vector<int> arr

= { 1, 1, 1, 2, 3, 3, 5, 5, 8, 8, 8, 9, 9, 10 };

int N = arr.size();

// Function Call

printFreq(arr, N);

return 0;

}

**Output**

Frequency of 1 is: 3

Frequency of 2 is: 1

Frequency of 3 is: 2

Frequency of 5 is: 2

Frequency of 8 is: 3

Frequency of 9 is: 2

Frequency of 10 is: 1

***Time Complexity:****O(N)*  
***Auxiliary Space:****O(1)*

Stock Buy and Sell Problem

The cost of a stock on each day is given in an array. Find the maximum profit that you can make by buying and selling on those days. If the given array of prices is sorted in decreasing order, then profit cannot be earned at all.

**Examples:**

***Input:****arr[] = {100, 180, 260, 310, 40, 535, 695}*  
***Output:****865*  
***Explanation:****Buy the stock on day 0 and sell it on day 3 => 310 – 100 = 210*  
*Buy the stock on day 4 and sell it on day 6 => 695 – 40 = 655*  
*Maximum Profit  = 210 + 655 = 865*

***Input:****arr[] = {4, 2, 2, 2, 4}*  
***Output:****2*  
***Explanation:****Buy the stock on day 1 and sell it on day 4 => 4 – 2 = 2*  
*Maximum Profit  = 2*

A simple approach is to try buying the stocks and selling them every single day when profitable and keep updating the maximum profit so far.

Follow the steps below to solve the problem:

* Try to buy every stock from **start** to **end – 1**
* After that again call the maxProfit function to calculate answer
* curr\_profit = price[j] – price[i] + maxProfit(start, i – 1) + maxProfit(j + 1, end)
* profit = max(profit, curr\_profit)

Below is the implementation of the above approach:

C++Java

// C++ implementation of the approach

#include <bits/stdc++.h>

using namespace std;

// Function to return the maximum profit

// that can be made after buying and

// selling the given stocks

int maxProfit(int price[], int start, int end)

{

// If the stocks can't be bought

if (end <= start)

return 0;

// Initialise the profit

int profit = 0;

// The day at which the stock

// must be bought

for (int i = start; i < end; i++) {

// The day at which the

// stock must be sold

for (int j = i + 1; j <= end; j++) {

// If buying the stock at ith day and

// selling it at jth day is profitable

if (price[j] > price[i]) {

// Update the current profit

int curr\_profit

= price[j] - price[i]

+ maxProfit(price, start, i - 1)

+ maxProfit(price, j + 1, end);

// Update the maximum profit so far

profit = max(profit, curr\_profit);

}

}

}

return profit;

}

// Driver code

int main()

{

int price[] = { 100, 180, 260, 310, 40, 535, 695 };

int n = sizeof(price) / sizeof(price[0]);

cout << maxProfit(price, 0, n - 1);

return 0;

}

**Output**

865

**Time Complexity:** O(N2), Trying to buy every stock and exploring all possibilities.  
**Auxiliary Space:** O(1)

**Stock Buy Sell to Maximize Profit using Valley Peak Approach:**

In this approach, we just need to find the next greater element and subtract it from the current element so that the difference keeps increasing until we reach a minimum. If the sequence is a decreasing sequence, so the maximum profit possible is 0.

Follow the steps below to solve the problem:

* maxProfit = 0
* if price[i] > price[i – 1]
  + maxProfit = maxProfit + price[i] – price[i – 1]

Below is the implementation of the above approach:

C++Java

#include <iostream>

#include <cmath>

using namespace std;

int maxProfit(int price[], int n)

{

int profit = 0;

for(int i = 1; i < n; i++)

{

if(price[i] > price[i - 1])

profit += price[i] - price[i -1];

}

return profit;

}

int main() {

int arr[] = {1, 5, 3, 8, 12}, n = 5;

cout<<maxProfit(arr, n);

}

**Output**

13

**Time Complexity**: O(N), Traversing over the array of size N.  
**Auxiliary** **Space:**O(1)

Trapping Rain Water

Given an array of **N** non-negative integers **arr[]** representing an elevation map where the width of each bar is **1**, compute how much water it is able to trap after raining.

**Examples**:

***Input:****arr[] = {2, 0, 2}*  
***Output:****2*  
***Explanation:****The structure is like below.*  
*We can trap 2 units of water in the middle gap.*
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***Input:****arr[]   = {3, 0, 2, 0, 4}*  
***Output:****7*  
***Explanation:****Structure is like below.*  
*We can trap “3 units” of water between 3 and 2,*  
*“1 unit” on top of bar 2 and “3 units” between 2 and 4.*
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***Input:****arr[] = {0, 1, 0, 2, 1, 0, 1, 3, 2, 1, 2, 1}*  
***Output:****6*  
***Explanation:****The structure is like below.*  
*Trap “1 unit” between first 1 and 2, “4 units” between*  
*first 2 and 3 and “1 unit” between second last 1 and last 2*

*![](data:image/png;base64,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)*

**Intuition:** The basic intuition of the problem is as follows:

* *An element of the array can store water if there are higher bars on the left and the right.*
* *The amount of water to be stored in every position can be found by finding the heights of bars on the left and right sides.*
* *The total amount of water stored is the summation of the water stored in each index.*

***For example****– Consider the array****arr[] = {3, 0, 2, 0, 4}****.*  
*Three units of water can be stored in two indexes 1 and 3, and one unit of water at index 2.*  
*Water stored in each index = 0 + 3 + 1 + 3 + 0 =****7***

*![](data:image/png;base64,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)*

**Approach 1 (Brute Approach):** This approach is the **brute approach**. The idea is to:

*Traverse every array element and find the highest bars on the left and right sides. Take the smaller of two heights. The difference between the smaller height and the height of the current element is the amount of water that can be stored in this array element.*

Follow the steps mentioned below to implement the idea:

* Traverse the array from start to end:
  + For every element:
    - Traverse the array from start to that index and find the maximum height *(a)* and
    - Traverse the array from the current index to the end, and find the maximum height *(b)*.
* The amount of water that will be stored in this column is min(a,b) – array[i], add this value to the total amount of water stored
* Print the total amount of water stored.

Below is the implementation of the above approach.

C++Java

// C++ implementation of the approach

#include <bits/stdc++.h>

using namespace std;

// Function to return the maximum

// water that can be stored

int maxWater(int arr[], int n)

{

// To store the maximum water

// that can be stored

int res = 0;

// For every element of the array

for (int i = 1; i < n - 1; i++) {

// Find the maximum element on its left

int left = arr[i];

for (int j = 0; j < i; j++)

left = max(left, arr[j]);

// Find the maximum element on its right

int right = arr[i];

for (int j = i + 1; j < n; j++)

right = max(right, arr[j]);

// Update the maximum water

res = res + (min(left, right) - arr[i]);

}

return res;

}

// Driver code

int main()

{

int arr[] = { 0, 1, 0, 2, 1, 0, 1, 3, 2, 1, 2, 1 };

int n = sizeof(arr) / sizeof(arr[0]);

cout << maxWater(arr, n);

return 0;

}

**Output**

6

**Complexity Analysis:**

* **Time Complexity:** O(N2). There are two nested loops traversing the array.
* **Space Complexity:** O(1). No extra space is required.

**Approach 2 (Precalculation):** This is an efficient solution based on the precalculation concept:

*In previous approach, for every element we needed to calculate the highest element on the left and on the right.*

*So, to reduce the time complexity:*

* *For every element we can precalculate and store the highest bar on the left and on the right (say stored in arrays****left[]****and****right[]****).*
* *Then iterate the array and use the precalculated values to find the amount of water stored in this index,*  
  *which is the same as (****min(left[i], right[i]) – arr[i]****)*

Follow the below illustration for a better understanding:

**Illustration:**

*Consider****arr[] = {3, 0, 2, 0, 4}***

*Therefore,****left[] = {3, 3, 3, 3, 4}****and****right[] = {4, 4, 4, 4, 4}***  
*Now consider iterating using****i****from 0 to end*

***For i = 0:***  
*=> left[0] = 3, right[0] = 4 and arr[0] = 3*  
*=> Water stored = min(left[0], right[0]) – arr[0] = min(3, 4) – 3 = 3 – 3 =****0***  
*=> Total = 0 + 0 =****0***

***For i = 1:***  
*=> left[1] = 3, right[1] = 4 and arr[1] = 0*  
*=> Water stored = min(left[1], right[1]) – arr[1] = min(3, 4) – 0 = 3 – 0 =****3***  
*=> Total = 0 + 3 =****3***

***For i = 2:***  
*=> left[2] = 3, right[2] = 4 and arr[2] = 2*  
*=> Water stored = min(left[2], right[2]) – arr[2] = min(3, 4) – 2 = 3 – 2 =****1***  
*=> Total = 3 + 1 =****4***

***For i = 3:***  
*=> left[3] = 3, right[3] = 4 and arr[3] = 0*  
*=> Water stored = min(left[3], right[3]) – arr[3] = min(3, 4) – 0 = 3 – 0 =****3***  
*=> Total = 4 + 3 =****7***

***For i = 4:***  
*=> left[4] = 4, right[4] = 4 and arr[4] = 4*  
*=> Water stored = min(left[4], right[4]) – arr[4] = min(4, 4) – 4 = 4 – 4 =****0***  
*=> Total = 7 + 0 =****7***

*So total rain water trapped =****7***

Follow the steps mentioned below to implement the approach:

* Create two arrays **left[]** and **right[]** of size **N**. Create a variable (say **max**) to store the maximum found till a certain index during traversal.
* Run one loop from start to end:
  + In each iteration update max and also assign **left[i] = max**.
* Run another loop from end to start:
  + In each iteration update max found till now and also assign **right[i] = max**.
* Traverse the array from start to end.
  + The amount of water that will be stored in this column is **min(left[i], right[i]) – array[i]**
  + Add this value to the total amount of water stored
* Print the total amount of water stored.

Below is the implementation of the above approach.

C++Java

// C++ program to find maximum amount of water that can

// be trapped within given set of bars.

#include <bits/stdc++.h>

using namespace std;

int findWater(int arr[], int n)

{

// left[i] contains height of tallest bar to the

// left of i'th bar including itself

int left[n];

// Right [i] contains height of tallest bar to

// the right of ith bar including itself

int right[n];

// Initialize result

int water = 0;

// Fill left array

left[0] = arr[0];

for (int i = 1; i < n; i++)

left[i] = max(left[i - 1], arr[i]);

// Fill right array

right[n - 1] = arr[n - 1];

for (int i = n - 2; i >= 0; i--)

right[i] = max(right[i + 1], arr[i]);

// Calculate the accumulated water element by element

// consider the amount of water on i'th bar, the

// amount of water accumulated on this particular

// bar will be equal to min(left[i], right[i]) - arr[i]

// .

for (int i = 1; i < n - 1; i++) {

int var = min(left[i - 1], right[i + 1]);

if (var > arr[i]) {

water += var - arr[i];

}

}

return water;

}

// Driver program

int main()

{

int arr[] = { 0, 1, 0, 2, 1, 0, 1, 3, 2, 1, 2, 1 };

int n = sizeof(arr) / sizeof(arr[0]);

cout << findWater(arr, n);

return 0;

}

**Output**

6

**Complexity Analysis:**

* **Time Complexity:** O(N). Only one traversal of the array is needed, So time Complexity is O(N).
* **Space Complexity:** O(N). Two extra arrays are needed, each of size N.

Maximum Subarray Sum

Given an array **arr[]**, the task is to find the elements of a contiguous subarray of numbers that has the largest sum.

**Examples:**

***Input:****arr = [-2, -3, 4, -1, -2, 1, 5, -3]*  
***Output:****[4, -1, -2, 1, 5]*  
***Explanation:***  
*In the above input the maximum contiguous subarray sum is 7 and the elements of the subarray are [4, -1, -2, 1, 5]*

***Input:****arr = [-2, -5, 6, -2, -3, 1, 5, -6]*  
***Output:****[6, -2, -3, 1, 5]*  
***Explanation:***  
*In the above input the maximum contiguous subarray sum is 7 and the elements*  
*of the subarray are [6, -2, -3, 1, 5]*

**Naive Approach:** The naive approach is to generate all the possible subarray and print that subarray which has maximum sum.   
**Time complexity:** O(N2)   
**Auxiliary Space:** O(1)

**Efficient Approach:** The idea is to use the Kadane’s Algorithm to find the maximum subarray sum and store the starting and ending index of the subarray having maximum sum and print the subarray from starting index to ending index. Below are the steps:

1. Initialize 3 variables **endIndex** to 0, **currMax,** and **globalMax** to first value of the input array.
2. For each element in the array starting from index(say **i**) 1, update **currMax** to **max(nums[i], nums[i] + currMax)** and **globalMax** and **endIndex** to **i** only **if currMax > globalMax**.
3. To find the start index, iterate from endIndex in the left direction and keep decrementing the value of **globalMax** until it becomes 0. The point at which it becomes 0 is the start index.
4. Now print the subarray between **[start, end]**.

Below is the implementation of the above approach:

C++Java

// C++ program for the above approach

#include <bits/stdc++.h>

using namespace std;

// Function to print the elements

// of Subarray with maximum sum

void SubarrayWithMaxSum(vector<int>& nums)

{

// Initialize currMax and globalMax

// with first value of nums

int endIndex, currMax = nums[0];

int globalMax = nums[0];

// Iterate for all the elements

// of the array

for (int i = 1; i < nums.size(); ++i) {

// Update currMax

currMax = max(nums[i],

nums[i] + currMax);

// Check if currMax is greater

// than globalMax

if (currMax > globalMax) {

globalMax = currMax;

endIndex = i;

}

}

int startIndex = endIndex;

// Traverse in left direction to

// find start Index of subarray

while (startIndex >= 0) {

globalMax -= nums[startIndex];

if (globalMax == 0)

break;

// Decrement the start index

startIndex--;

}

// Printing the elements of

// subarray with max sum

for (int i = startIndex;

i <= endIndex; ++i) {

cout << nums[i] << " ";

}

}

// Driver Code

int main()

{

// Given array arr[]

vector<int> arr

= { -2, -5, 6, -2,

-3, 1, 5, -6 };

// Function call

SubarrayWithMaxSum(arr);

return 0;

}

**Output**

6 -2 -3 1 5

**Time complexity:** O(N)   
**Auxiliary Space:** O(1)

Longest Even Odd Subarray

Given an **array a[] of N** integers, the task is to find the length of the longest Alternating Even Odd [subarray](https://www.geeksforgeeks.org/array-subarray-subsequence-and-subset) present in the array.

**Examples:**

***Input:****a[] = {1, 2, 3, 4, 5, 7, 9}*  
***Output:****5*  
***Explanation:***  
*The subarray {1, 2, 3, 4, 5} has alternating even and odd elements.*

***Input:****a[] = {1, 3, 5}*  
***Output:****0*  
***Explanation:***  
*There is no such alternating sequence possible.*

**Naive approach:**

*The idea is to consider every subarray and find the length of even and odd subarrays.*

Follow the steps below to solve the problem:

* Iterate for every subarray from i = 0
* Make a nested loop, iterate from j = i + 1
* Now, check if a[j – 1] is even and a[j] is odd or a[j – 1] is odd and a[j] is even then increment count
* Maintain an answer variable which calculates max count so far

Below is the implementation of the above approach:

C++Java

#include <iostream>

using namespace std;

// Function to find the longest subarray

int longestEvenOddSubarray(int a[], int n)

{

// Length of longest

// alternating subarray

int ans = 1;

// Iterate in the array

for (int i = 0; i < n; i++) {

int cnt = 1;

// Iterate for every subarray

for (int j = i + 1; j < n; j++) {

if ((a[j - 1] % 2 == 0 && a[j] % 2 != 0)

|| (a[j - 1] % 2 != 0 && a[j] % 2 == 0))

cnt++;

else

break;

}

// store max count

ans = max(ans, cnt);

}

// Length of 'ans' can never be 1

// since even odd has to occur in pair or more

// so return 0 if ans = 1

if (ans == 1)

return 0;

return ans;

}

/\* Driver code\*/

int main()

{

int a[] = { 1, 2, 3, 4, 5, 7, 8 };

int n = sizeof(a) / sizeof(a[0]);

cout << longestEvenOddSubarray(a, n);

return 0;

}

**Output**

5

**Time Complexity:**O(N2), Iterating over every subarray therefore N2 are possible  
**Auxiliary Space:**O(1)

**Length of the longest alternating even odd subarray by Storing the previous element**

By simply storing the nature of the previous element we encounter( odd or even) and comparing it with the next element.

Follow the steps below to solve the problem:

* Initialize a variable maxLength to 0, to keep the track of maximum length of the alternating subarray obtained.
* Initialize a variable currLen to 1 considering first element as the part of alternating subarray.
* Starting with element at index 1, compare every element with it’s previous. If there nature are different, increment the currLen variable.
* Otherwise, reset the currLen to 1 again so that, this current element is considered in new alternating subarray.
* Keep storing the max length of subarray in maxLength before resetting the currLen.
* Return the found max length of subarray.

Below is the implementation of above approach:

C++Java

// C++ code to find longest subarray of alternating even and

// odds

#include <iostream>

using namespace std;

int maxEvenOdd(int arr[], int n)

{

if (n == 0)

return 0;

int maxLength = 0;

int currLen = 1;

for (int i = 1; i < n; i++) {

// everytime we check if previous

// element has opposite even/odd

// nature or not

if (arr[i] % 2 != arr[i-1] % 2)

currLen++;

else

{

// store max in maxLength

maxLength = max(maxLength, currLen);

// reset value when pattern is broken

currLen = 1;

}

}

// since, even-odd should occur in pair

if(maxLength == 1)

return 0;

return maxLength;

}

// Driver Code

int main()

{

int arr[] = { 1, 2, 3, 4, 5, 3, 7, 2, 9, 4 };

// longest subarray should be 1 2 3 4 5 , therefore

// length = 5

int n = sizeof(arr) / sizeof(int);

cout << "Length of longest subarray of even and odds "

"is : "

<< maxEvenOdd(arr, n);

return 0;

}

**Output**

**Length of longest subarray of even and odds is : 5**

**Time Complexity:** O(N), Since we need to iterate over the whole array once  
**Auxiliary Space:** O(1)

Maximum Circular Sum Subarray

Given a **circular array** of size n, find the **maximum subarray sum** of the non-empty subarray.

**Examples:**

***Input:****arr[] = {8, -8, 9, -9, 10, -11, 12}*  
***Output:****22*  
***Explanation:****Subarray 12, 8, -8, 9, -9, 10 gives the maximum sum, that is****22****.*

***Input:****arr[] = {10, -3, -4, 7, 6, 5, -4, -1}*  
***Output:****23*  
***Explanation:****Subarray 7, 6, 5, -4, -1, 10 gives the maximum sum, that is****23****.*

***Input:****arr[] = {-1, 40, -14, 7, 6, 5, -4, -1}*  
***Output:****52*  
***Explanation:****Subarray 7, 6, 5, -4, -1, -1, 40 gives the maximum sum, that is****52****.*

***Naive Approach:***

C++Java

#include <iostream>

#include <cmath>

using namespace std;

int maxCircularSum(int arr[], int n)

{

int res = arr[0];

for(int i = 0; i < n; i++)

{

int curr\_max = arr[i];

int curr\_sum = arr[i];

for(int j = 1; j < n; j++)

{

int index = (i + j) % n;

curr\_sum += arr[index];

curr\_max = max(curr\_max, curr\_sum);

}

res = max(res, curr\_max);

}

return res;

}

int main() {

int arr[] = {5, -2, 3, 4}, n = 4;

cout<<maxCircularSum(arr, n);

}

**Output**

12

**Efficient Approach:**

C++Java

#include <iostream>

#include <cmath>

using namespace std;

int normalMaxSum(int arr[], int n)

{

int res = arr[0];

int maxEnding = arr[0];

for(int i = 1; i < n; i++)

{

maxEnding = max(maxEnding + arr[i], arr[i]);

res = max(maxEnding, res);

}

return res;

}

int overallMaxSum(int arr[], int n)

{

int max\_normal = normalMaxSum(arr, n);

if(max\_normal < 0)

return max\_normal;

int arr\_sum = 0;

for(int i = 0; i < n; i++)

{

arr\_sum += arr[i];

arr[i] = -arr[i];

}

int max\_circular = arr\_sum + normalMaxSum(arr, n);

return max(max\_circular, max\_normal);

}

int main() {

int arr[] = {8, -4, 3, -5, 4}, n = 5;

cout<<overallMaxSum(arr, n);

}

**Output**

12

Majority Element

Find the majority element in the array. A ***majority element*** in an array A[] of size n is an element that appears more than n/2 times (and hence there is at most one such element).

**Examples :**

***Input :****{3, 3, 4, 2, 4, 4, 2, 4, 4}*  
***Output :****4*  
***Explanation:****The frequency of 4 is 5 which is greater than the half of the size of the array size.*

***Input :****{3, 3, 4, 2, 4, 4, 2, 4}*  
***Output :****No Majority Element*  
***Explanation:****There is no element whose frequency is greater than the half of the size of the array size.*

*The basic solution is to have two loops and keep track of the****maximum****count for all different elements. If the maximum count becomes greater than****n/2****then break the loops and return the element having the maximum count. If the maximum count doesn’t become more than n/2 then the majority element****doesn’t****exist.*

**Illustration:**

***arr[] = {3, 4, 3, 2, 4, 4, 4, 4}, n = 8***

*For i = 0:*

* *count = 0*
* *Loop over the array, whenever an element is equal to arr[i] (is****3****), increment count*
* *count of arr[i] is****2,****which is less than****n/2,****hence it can’t be****majority element.***

*For i = 1:*

* *count = 0*
* *Loop over the array, whenever an element is equal to arr[i] (is****4****), increment count*
* *count of arr[i] is****5,****which is****greater****than****n/2****(i.e 4)****,****hence it will be****majority element.***

*Hence,****4****is the****majority element****.*

Follow the steps below to solve the given problem:

* Create a variable to store the max count, *count = 0*
* Traverse through the array from start to end.
* For every element in the array run another loop to find the count of similar elements in the given array.
* If the count is greater than the max count update the max count and store the index in another variable.
* If the maximum count is greater than half the size of the array, print the element. Else print there is no majority element.

Below is the implementation of the above idea:

C++Java

// C++ program to find Majority

// element in an array

#include <bits/stdc++.h>

using namespace std;

// Function to find Majority element

// in an array

void findMajority(int arr[], int n)

{

int maxCount = 0;

int index = -1; // sentinels

for (int i = 0; i < n; i++) {

int count = 0;

for (int j = 0; j < n; j++) {

if (arr[i] == arr[j])

count++;

}

// update maxCount if count of

// current element is greater

if (count > maxCount) {

maxCount = count;

index = i;

}

}

// if maxCount is greater than n/2

// return the corresponding element

if (maxCount > n / 2)

cout << arr[index] << endl;

else

cout << "No Majority Element" << endl;

}

// Driver code

int main()

{

int arr[] = { 1, 1, 2, 1, 3, 5, 1 };

int n = sizeof(arr) / sizeof(arr[0]);

// Function calling

findMajority(arr, n);

return 0;

}

**Output**

1

**Time Complexity:** O(n\*n), A nested loop is needed where both the loops traverse the array from start to end.  
**Auxiliary Space:** O(1), No extra space is required.

**Majority Element Using Moore’s Voting Algorithm:**

*This is a two-step process:*

* *The first step gives the element that may be the majority element in the array. If there is a majority element in an array, then this step will definitely return majority element, otherwise, it will return candidate for majority element.*
* *Check if the element obtained from the above step is the majority element. This step is necessary as there might be no majority element.*

**Illustration:**

***arr[] = {3, 4, 3, 2, 4, 4, 4, 4}, n = 8***

*maj\_index = 0, count = 1*

*At****i = 1****: arr[maj\_index] != arr[i]*

* *count = count – 1 = 1 – 1 = 0*
* *now count == 0 then:*
  + *maj\_index = i = 1*
  + *count = count + 1 = 0 + 1 = 1*

*At****i = 2****: arr[maj\_index] != arr[i]*

* *count = count – 1 = 1 – 1 = 0*
* *now count == 0 then:*
  + *maj\_index = i = 2*
  + *count = count + 1 = 0 + 1 = 1*

*At****i = 3****: arr[maj\_index] != arr[i]*

* *count = count – 1 = 1 – 1 = 0*
* *now count == 0 then:*
  + *maj\_index = i = 3*
  + *count = count + 1 = 0 + 1 = 1*

*At****i = 4****: arr[maj\_index] != arr[i]*

* *count = count – 1 = 1 – 1 = 0*
* *now count == 0 then:*
  + *maj\_index = i = 4*
  + *count = count + 1 = 0 + 1 = 1*

*At****i = 5****: arr[maj\_index] == arr[i]*

* *count = count + 1 = 1 + 1 = 2*

*At****i = 6****: arr[maj\_index] == arr[i]*

* *count = count + 1 = 2 + 1 = 3*

*At****i = 7****: arr[maj\_index] == arr[i]*

* *count = count + 1 = 3 + 1 = 4*

*Therefore, the****arr[maj\_index]****may be the possible candidate for majority element.*

*Now, Again traverse the array and check whether****arr[maj\_index]****is the majority element or not.*

***arr[maj\_index] is 4***

***4****occurs****5 times****in the array therefore 4 is our****majority element.***

Follow the steps below to solve the given problem:

* Loop through each element and maintains a count of the majority element, and a majority index, *maj\_index*
* If the next element is the same then increment the count if the next element is not the same then decrement the count.
* if the count reaches 0 then change the maj\_index to the current element and set the count again to 1.
* Now again traverse through the array and find the count of the majority element found.
* If the count is greater than half the size of the array, print the element
* Else print that there is no majority element

Below is the implementation of the above idea:

C++Java

// C++ Program for finding out

// majority element in an array

#include <bits/stdc++.h>

using namespace std;

/\* Function to find the candidate for Majority \*/

int findCandidate(int a[], int size)

{

int maj\_index = 0, count = 1;

for (int i = 1; i < size; i++) {

if (a[maj\_index] == a[i])

count++;

else

count--;

if (count == 0) {

maj\_index = i;

count = 1;

}

}

return a[maj\_index];

}

/\* Function to check if the candidate

occurs more than n/2 times \*/

bool isMajority(int a[], int size, int cand)

{

int count = 0;

for (int i = 0; i < size; i++)

if (a[i] == cand)

count++;

if (count > size / 2)

return 1;

else

return 0;

}

/\* Function to print Majority Element \*/

void printMajority(int a[], int size)

{

/\* Find the candidate for Majority\*/

int cand = findCandidate(a, size);

/\* Print the candidate if it is Majority\*/

if (isMajority(a, size, cand))

cout << " " << cand << " ";

else

cout << "No Majority Element";

}

/\* Driver code \*/

int main()

{

int a[] = { 1, 3, 3, 1, 2 };

int size = (sizeof(a)) / sizeof(a[0]);

// Function calling

printMajority(a, size);

return 0;

}

**Output**

No Majority Element

**Time Complexity:** O(n), As two traversal of the array, is needed, so the time complexity is linear.  
**Auxiliary Space:** O(1), As no extra space is required.

Minimum Consecutive Flips

Given a binary array, we need to convert this array into an array that either contains all 1s or all 0s.  We need to do it using the minimum number of group flips.

Examples :

***Input****: arr[] = {1, 1, 0, 0, 0, 1}*  
***Output****:  From 2 to 4*  
***Explanation****: We have two choices, we make all 0s or do all 1s.  We need to do two group flips to make all elements 0 and one group flip to make all elements 1.  Since making all elements 1 takes least group flips, we do this.*  
***Input****: arr[] = {1, 0, 0, 0, 1, 0, 0, 1, 0, 1}*  
***Output****:*  
*From 1 to 3*  
*From 5 to 6*  
*From 8 to 8*  
***Input****: arr[] = {0, 0, 0}*  
***Output****:*  
***Explanation****: Output is empty, we need not to make any change*  
***Input****: arr[] = {1, 1, 1}*  
***Output****:*  
***Explanation****: Output is empty, we need not to make any change*  
***Input****: arr[] = {0, 1}*  
***Output****:*  
*From 0 to 0*  
***OR***  
*From 1 to 1*  
***Explanation****:  Here number of flips are same either we make all elements as 1 or all elements as 0.*

A **Naive Solution**is to traverse do two traversals of the array. We first traverse to find the number of groups of 0s and the number of groups of 1.  We find the minimum of these two.  Then we traverse the array and flip the 1s if groups of 1s are less. Otherwise, we flip 0s.

**How to do it with one traversal of array?**

An **Efficient Solution**is based on the below facts :

* There are only two types of groups (groups of 0s and groups of 1s)
* Either the counts of both groups are same or the difference between counts is at most 1. For example, in {1, 1, 0, 1, 0, 0} there are two groups of 0s and two groups of 1s.  In example, {1, 1, 0, 0, 0, 1, 0, 0, 1, 1}, count of groups of 1 is one more than the counts of 0s.

Based on the above facts, we can conclude that if we always flip the second group and other groups that of the same type as the second group, we always get the correct answer.  In the first case, when group counts are the same, it does not matter which group type we flip as both will lead to the correct answer.  In the second case, when there is one extra, by ignoring the first group and starting from the second group, we convert this case to first case (for subarray beginning from the second group) and get the correct answer.

C++Java

// C++ program to find the minimum

// group flips in a binary array

#include <iostream>

using namespace std;

void printGroups(bool arr[], int n)

{

// Traverse through all array elements

// starting from the second element

for (int i = 1; i < n; i++) {

// If current element is not same

// as previous

if (arr[i] != arr[i - 1]) {

// If it is same as first element

// then it is starting of the interval

// to be flipped.

if (arr[i] != arr[0])

cout << "From " << i << " to ";

// If it is not same as previous

// and same as first element, then

// previous element is end of interval

else

cout << (i - 1) << endl;

}

}

// Explicitly handling the end of

// last interval

if (arr[n - 1] != arr[0])

cout << (n - 1) << endl;

}

int main()

{

bool arr[] = { 0, 1, 1, 0, 0, 0, 1, 1 };

int n = sizeof(arr) / sizeof(arr[0]);

printGroups(arr, n);

return 0;

}

**Output**

From 1 to 2

From 6 to 7

**Time Complexity:**O(n)  
**Auxiliary Space:** O(1)

Prefix Sum Technique

Given an array arr[] of size n, its prefix sum array is another array prefixSum[] of the same size, such that the value of prefixSum[i] is arr[0] + arr[1] + arr[2] … arr[i].

**Examples :**

***Input  :****arr[] = {10, 20, 10, 5, 15}*  
***Output :****prefixSum[] = {10, 30, 40, 45, 60}*  
***Explanation :****While traversing the array, update the element by adding it with its previous element.*  
*prefixSum[0] = 10,*  
*prefixSum[1] = prefixSum[0] + arr[1] = 30,*  
*prefixSum[2] = prefixSum[1] + arr[2] = 40 and so on.*

To fill the prefix sum array, we run through index 1 to last and keep on adding the present element with the previous value in the prefix sum array.  
Below is the implementation :

**Implementation:**

PythonC++Java

# Python Program for Implementing

# prefix sum array

# Fills prefix sum array

def fillPrefixSum(arr, n, prefixSum):

prefixSum[0] = arr[0]

# Adding present element

# with previous element

for i in range(1, n):

prefixSum[i] = prefixSum[i - 1] + arr[i]

# Driver code

arr =[10, 4, 16, 20 ]

n = len(arr)

prefixSum = [0 for i in range(n + 1)]

fillPrefixSum(arr, n, prefixSum)

for i in range(n):

print(prefixSum[i], " ", end ="")

**Output**

10 14 30 50

**Time Complexity:** O(n)  
**Auxiliary Space:** O(n)

Given an array arr[] of size n. Given Q queries and in each query given L and R, print sum of array elements from index L to R.

**Implementation:**

PythonC++Java

if \_\_name\_\_ == '\_\_main\_\_':

n = 6;

a = [ 3, 6, 2, 8, 9, 2 ];

pf = [0 for i in range(n+2)];

for i in range(n):

pf[i + 1] = pf[i] + a[i];

q =[ [ 2, 3 ],[ 4, 6 ],[ 1, 5 ],[ 3, 6 ]];

for i in range(4):

l = q[i][0];

r = q[i][1];

# Calculating sum from r to l.

print(pf[r] - pf[l - 1] );

**Output**

8

19

28

21

**Time Complexity:**O(n)  
**Auxiliary Space:**O(n)

Sliding Window Technique

This technique shows how a nested for loop in few problems can be converted to single for loop and hence reducing the time complexity.  
  
Let’s start with a problem for illustration where we can apply this technique:

Given an array of integers of size 'n'.

Our aim is to calculate the maximum sum of 'k'

consecutive elements in the array.

Input : arr[] = {100, 200, 300, 400}

k = 2

Output : 700

Input : arr[] = {1, 4, 2, 10, 23, 3, 1, 0, 20}

k = 4

Output : 39

We get maximum sum by adding subarray {4, 2, 10, 23}

of size 4.

Input : arr[] = {2, 3}

k = 3

Output : Invalid

There is no subarray of size 3 as size of whole

array is 2.

The **Naive Approach** to solve this problem is to calculate sum for each of the blocks of K consecutive elements and compare which block has the maximum sum possible. The time complexity of this approach will be O(n \* k).

**Window Sliding Technique**

The above problem can be solved in Linear Time Complexity by using Window Sliding Technique by avoiding the overhead of calculating sum repeatedly for each block of k elements.  
  
The technique can be best understood with the window pane in bus, consider a window of length **n** and the pane which is fixed in it of length **k**. Consider, initially the pane is at extreme left i.e., at 0 units from the left. Now, co-relate the window with array arr[] of size n and plane with current\_sum of size k elements. Now, if we apply force on the window such that it moves a unit distance ahead. The pane will cover next **k** consecutive elements.   
  
Consider an array **arr[]** = {5 , 2 , -1 , 0 , 3} and value of **k** = 3 and **n** = 5  
  
**Applying sliding window technique**:

1. We compute the sum of first k elements out of n terms using a linear loop and store the sum in variable window\_sum.
2. Then we will graze linearly over the array till it reaches the end and simultaneously keep track of maximum sum.
3. To get the current sum of block of k elements just subtract the first element from the previous block and add the last element of the current block .

The below representation will make it clear how the window slides over the array.

This is the initial phase where we have calculated the initial window sum starting from index 0 . At this stage the window sum is 6. Now, we set the maximum\_sum as current\_window i.e 6.

Now, we slide our window by a unit index. Therefore, now it discards 5 from the window and adds 0 to the window. Hence, we will get our new window sum by subtracting 5 and then adding 0 to it. So, our window sum now becomes 1. Now, we will compare this window sum with the maximum\_sum. As it is smaller we wont the change the maximum\_sum.

Similarly, now once again we slide our window by a unit index and obtain the new window sum to be 2. Again we check if this current window sum is greater than the maximum\_sum till now. Once, again it is smaller so we don't change the maximum\_sum.

Therefore, for the above array our maximum\_sum is 6.

**C++ code for sliding window Algorithm: -**

#include <bits/stdc++.h>

using namespace std;

// Returns maximum sum in a subarray of size k.

int maxSum(int arr[], int n, int k) {

// n must be greater

if (n < k) {

cout << "Invalid";

return -1;

}

//sum of first window of size k

int window\_sum = 0;

for (int i = 0; i < k; i++)

window\_sum += arr[i];

// Compute sums of remaining windows by

// removing first element of previous

// window and adding last element of

// current window.

int max\_sum = window\_sum;

for (int i = k; i < n; i++) {

window\_sum += (arr[i] - arr[i - k]);

max\_sum = max(max\_sum, window\_sum);

}

return max\_sum;

}

int main(){

int n = 5 , k = 3;;

int arr[] = { **16,12,9,19,11,8**};

cout << maxSum(arr, n, k);

return 0;

}

Maximum Appearing Element

Given two arrays **L[]** and **R[]** of size **N** where L[i] and R[i] (**0 ≤ L[i], R[i] < 106**)denotes a range of numbers, the task is to find the maximum occurred integer in all the ranges. If more than one such integer exists, print the smallest one.

**Examples:**

***Input:****L[] = {1, 4, 3, 1}, R[] = {15, 8, 5, 4}*  
***Output:****4*

***Input:****L[] = {1, 5, 9, 13, 21}, R[] = {15, 8, 12, 20, 30}*  
***Output:****5*  
***Explanation:****Numbers having maximum occurrence i.e 2 are*  
*5, 6, 7, 8, 9, 10, 11, 12, 13, 14, 15. The smallest number among all are 5.*

**Naive Approach:**

*Traverse through all the ranges. Then for every range, count frequencies, make a hash table or hash map to store every item. Then traverse through other ranges and increment the frequency of every item. The item with the highest frequency is our answer.*

**Time Complexity:**O(N\*M). Here **N**is the number of ranges and **M**is themaximum number of elements in any of the ranges.  
**Auxiliary Space:**O(M). For Hash table.

**Maximum occurred integer in n ranges using Difference array technique.**

Below is the idea to solve the problem:

*The idea is to use the Difference array technique. Create a vector initialized with value zero. Iterate through****every range****and mark the presence of the beginning of every range by incrementing the****start****of the range with one i.e.****arr[L[i]]++****and mark the****end****of the range by decrementing at index one greater than the end of range by one i.e.****arr[R[i]+1]–****.*

*Now when computing the prefix sum, Since the beginning is marked with one, all the values after beginning will be incremented by one. Now as increment is only targeted only till the end of the range, the decrement on index****R[i]+1****prevents that for every range****i****.*

**Illustration:**

*L[] = {1, 2, 3} , R[] = {3, 5 , 7}*

*1. For beginning of range arr[L[i]]++ the array becomes {0,1,1,1,0,0,0,0,……}*

*2. For end of range arr[R[i]+1]– the array becomes  {0,1,1,1,-1, 0, -1, 0,-1,……}*

*3. After prefix sum the array becomes {0,1,2,3,2,2,1,1,0…}*

*Do prefix sum, the sum of elements after (1) is incremented by one because beginning was marked. Now elements after (3) must not be incremented so if there’s a range one, two, three, the values from one, two, three should only be incremented by one or their frequency should be incremented by one.*

*That is why decreasing the value of arr[R[i]+1] is needed so that elements after the end of this range have minus one subtracted to values. That is how to nullify the impact of incrementing the value when prefix will be taken.*

*So when taking the prefix, simply decrement every value after the range ends, since I want to increment elements only in the range. That’s the idea of this algorithm.*

Follow the below steps to Implement the idea:

* Initialize a Hash array **arr[]** to store the occurrence of every element in all the ranges combined.
* Iterate over all the **N**ranges and increment **L[i]**by one and decrement **R[i]**by one.
* Run a Loop from 1 to the maximum end value of all the ranges and take the Prefix sum.

Below is the Implementation of the above approach:

C++Java

// C++ program to find maximum occurred element in

// given N ranges.

#include <bits/stdc++.h>

#define MAX 1000000

using namespace std;

// Return the maximum occurred element in all ranges.

int maximumOccurredElement(int L[], int R[], int n)

{

// Initialising all element of array to 0.

int arr[MAX];

memset(arr, 0, sizeof arr);

// Adding +1 at Li index and subtracting 1

// at Ri index.

int maxi = -1;

for (int i = 0; i < n; i++) {

arr[L[i]] += 1;

arr[R[i] + 1] -= 1;

if (R[i] > maxi) {

maxi = R[i];

}

}

// Finding prefix sum and index having maximum

// prefix sum.

int msum = arr[0], ind;

for (int i = 1; i < maxi + 1; i++) {

arr[i] += arr[i - 1];

if (msum < arr[i]) {

msum = arr[i];

ind = i;

}

}

return ind;

}

// Driven code

int main()

{

int L[] = { 1, 4, 9, 13, 21 };

int R[] = { 15, 8, 12, 20, 30 };

int n = sizeof(L) / sizeof(L[0]);

cout << maximumOccurredElement(L, R, n) << endl;

return 0;

}

**Output**

4

**Time Complexity:** O(N + MAX)   
**Auxiliary space**: O(MAX)